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1
DECODING AND ENCODING OF PICTURES
OF A VIDEO SEQUENCE USING BUMPING
OF PICTURES FROM A DECODED PICTURE
BUFFER

CROSS REFERENCE TO RELATED
APPLICATIONS

This application is a 35 U.S.C. §371 national stage appli-
cation of PCT International Application No. PCT/EP2013/
070093, filed on 26 Sep. 2013, which itself claims priority to
U.S. Provisional Patent Application No. 61/706,869, filed 28
Sep. 2012, the disclosure and content of both of which are
incorporated by reference herein in their entirety.

TECHNICAL FIELD

The present embodiments generally relate to decoding and
encoding pictures of a video sequence, and in particular to
outputting or bumping pictures from a decoded picture buffer
in connection with decoding and encoding pictures.

BACKGROUND

H.264 Video Compression

H.264 (Moving Picture Experts Group-4 Advanced Video
Coding (MPEG-4 AVC)) is the state of the art video coding
standard. It consists of a block-based hybrid video coding
scheme that exploits temporal and spatial redundancies. The
H.264/AVC standard is defined in a specification text that
contains many decoding processes that have to be executed in
the specified sequence in order for a decoder to be compliant
to the standard. There are no requirements on the encoder but
it is often the case that the encoder also executes most of the
processes in order to achieve good compression efficiency.

H.264/AVC defines a decoded picture buffer (DPB) that
stores decoded pictures after they have been decoded. This
means that the decoder is required to use a defined amount of
memory in order to decode a sequence. The DPB contains
pictures that are used for reference during decoding of future
pictures. “Used for reference” here means that a particular
picture is used for prediction when another picture is
decoded. Pixel values of the picture that is used for reference
may then be used to predict the pixel values of the picture that
is currently decoded. This is also referred to as Inter predic-
tion. The DPB additionally contains pictures that are waiting
for output. “Output” here means the function where a decoder
outputs a picture outside the decoder. The H.264 specification
describes how a bitstream is converted into decoded pictures
that are then output, see FIG. 1. The output pictures may e.g.
be displayed or written to disk.

One common reason for a picture in the DPB to be waiting
for output is that there is a picture that has not been decoded
yet that will be output before the picture.

FIG. 2 shows an example of three pictures: A, B,and C. The
decoding order is the order in which the pictures in com-
pressed format are fed into the decoder. This is typically the
same order in which the pictures are encoded by the encoder.
FIG. 2 shows that the decoding order in this example is A, B
and C. The output order is the order in which the decoded
pictures are output. The output order does not have to be the
same as the decoding order as is illustrated in the example in
FIG. 2 where the output order is A, C, B. The arrows in the
figure show which pictures that are used for reference for each
picture: picture A is used for reference for both picture B and
C.
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In FIG. 2, picture C is decoded after B but output before it.
When picture B has been decoded, it can not be output imme-
diately since picture C has not been decoded yet and has to be
output before picture B. Therefore, picture B has to be stored
in the DPB after it has been decoded even if it is not used for
reference by any other picture. When decoding picture C,
picture A must also be present in the DPB since picture C uses
picture A for reference.

Output order is controlled by signaling a PictureOrder-
Count (POC) value. There are syntax elements in the bit-
stream to convey the POC of every picture and these values
are used in order to define the output order of pictures.

To keep track of the DPB, H.264/AVC contains three pro-
cesses that take place after a picture has been decoded: the
picture marking process, the picture output process and the
free-up process.

The picture marking process marks pictures as either “used
for reference” or “unused for reference”. A picture marked as
“used for reference” is available for reference which means
that a subsequent picture in decoding order may use the
picture for reference in its decoding processes. A picture
marked as “unused for reference” cannot be used for refer-
ence by subsequent pictures. This process is controlled by the
encoder through the bitstream. There is optional syntax in the
H.264/AVC bitstream that when present indicates what pic-
tures to mark as “unused for reference”. This operation is
often referred to as the memory management control opera-
tion (MMCO). If there is no optional MMCO syntax, a first-
in, first-out mechanism is defined, called the “sliding win-
dow” process. The sliding window process means that when
the last decoded picture would result in too many pictures in
the DPB, the oldest picture in decoding order is automatically
marked as “unused for reference”.

The picture output process, which is done after the picture
marking process, marks pictures as either “needed for output”
or “not needed for output”. A picture marked as “needed for
output” has not been output yet while a picture marked as “not
needed for output” has been output and is no longer waiting
for output. The picture output process also outputs pictures.
This means that the process selects pictures that are marked as
“needed for output”, outputs them and thereafter marks them
as “not needed for output™. The picture output process deter-
mines in which order pictures are output. Note that the picture
output process may output and mark zero, one or many pic-
tures after one particular picture has been decoded.

After these two processes have been invoked by the
decoder the free-up process is invoked. Pictures that are
marked both as “unused for reference” and “not needed for
output” are emptied and removed from the DPB. This is
sometimes referred to as one of the DPB picture slots has been
made free.

The size of the DPB in H.264/AVC is limited. This means
that the number of pictures that can be stored because they are
waiting for output or made available for reference is limited.
The variable max_dec_frame_buffering denotes the size of
the DPB, sometimes referred to as the number of picture slots
there are in the DPB. The encoder has to ensure that the DPB
size never overflows.

The three processes are described in the standard. This
means that the decoder is controlled by the encoder and
therefore the decoder does not have any freedom regarding
output order. It is all determined by the picture output process
and the related elements in the bitstream sent by the encoder.
A simplified flow chart for the decoding steps of H.264/AVC
is shown in FIG. 3.

The picture output process in H.264 defines the order in
which pictures shall be output. A decoder that outputs pic-
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tures in the correct order is output order compliant. A decoder
may follow the picture output process described in H.264 but
it is sometimes possible to use the variable num_
reorder_frames to output pictures earlier than what is given
by the picture output process, num_reorder_frames indicates
the maximum number of pictures that precede any picture in
decoding order and follow it in output order.

FIG. 4 shows an example where picture B has just been
decoded. But picture B cannot be output since it is not known
whether picture C is to be output before or after picture B. If
the encoder has decided that the output order is the same as
the decoding order, it can indicate a num_reorder_frames
value of 0 to the decoder. The encoder has thereby promised
that picture C in the example will be output after picture B and
a decoder can output picture B immediately when it has been
decoded. In this case, when num_reorder_frames is 0, there is
no additional reordering delay in the decoder. If num_reor-
der_frames in the example is setto 1, it is possible that picture
C is to be output before picture B. With num_reorder_frames
equal to 1, there is an additional reordering delay of 1 picture,
with num_reorder_frames is equal to 2, the reordering delay
is 2 pictures and so on.

HEVC Video Compression

High Efficiency Video Coding (HEVC), also referred to as
H.265, is a video coding standard developed in Joint Collabo-
rative Team-Video Coding (JCT-VC). JCT-VC is a collabo-
rative project between MPEG and International Telegraph
Union Telecommunication Standardization Section (ITU-T),
HEVC includes a number of new tools and is considerably
more efficient than H.264/AVC. HEVC also defines a tempo-
ral_id for each picture, corresponding to the temporal layer
the picture belongs to. The temporal layers are ordered and
have the property that a lower temporal layer never depends
on a higher temporal layer. Thus, higher temporal layers can
be removed without affecting the lower temporal layers. The
removal of temporal layers can be referred to as temporal
scaling. An HEVC bitstream contains a syntax clement,
max_sub_layers_minusl, which specifies the maximum
number of temporal layers that may be present in the bit-
stream. A decoder may decode all temporal layers or only
decode a subset of the temporal layers. The highest temporal
layer that the decoder actually decodes is referred to as the
highest temporal sub-layer and may be set equal to or lower
than the maximum numbers of layers as specified by
max_sub_layers_minusl. The decoder then decodes all lay-
ers that are equal to or lower than the highest temporal sub-
layer. The highest temporal sub-layer may be set by external
means.

Note that the description above is not specific for temporal
layers, but also holds for other types of layers such as spatial
layers and quality layers, etc. The temporal layer that the
decoder then decodes is referred to as the highest decoded
layer.

The decoding flow of HEVC is slightly different to H.264/
AVC.HEVChas a DPB, apicture marking process that marks
pictures as “used for reference” and “unused for reference”, a
picture output process that marks pictures as “needed for
output” and “not needed for output™ and a free-up process.
Like H.264/AVC, HEVC also uses POC values to define the
picture output order. A POC value is in HEVC represented by
the variable PicOrderCntVal, where pictures are output in
increasing PicOrderCntVal order.

HEVC does, however, not have MMCO or sliding window
process. Instead, HEVC specifies that a list of the pictures that
are marked as “used for reference” is explicitly sent in each
slice header. The picture marking in HEVC uses this list and
ensures that all pictures in the DPB that are listed are marked
as “used for reference” and that all pictures in the DPB that
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are not listed are marked as “unused for reference”. The listis
called the reference picture set (RPS) and sending one in each
slice header means that the state of the reference marking in
the DPB is explicit and repeated in each slice, which is not the
case in H.264/AVC.

Since RPSs are used in HEVC, the picture marking pro-
cess, the picture output process and the free-up process are all
done after the parsing of the first slice header of a picture, see
FIG. 5.

The num_reorder_frames functionality as described for
H.264/AVC is also present in HEVC. An HEVC bitstream
contains a syntax element for each temporal layer, denoted
max_num_reorder_pics[i], where i is the temporal layer. The
function of max_num_reorder_pics[i] is the same as num_re-
order_frames but each codeword here indicates the maximum
allowed number of pictures in the same or lower temporal
layer that precedes a picture in decoding order and succeed-
ing that picture in output order.

Consider the example in FIG. 6 where the decoding order
is A, B, C, D, E and the output order is A, D, C, E, B. This is
a structure of pictures that uses temporal layers where pic-
tures A and B belong to the lowest temporal layer (layer 0),
picture C belongs to a middle temporal layer (layer 1) and
pictures D and E belong to the highest temporal layer (layer
2). The arrows in the figure show which pictures that are used
for reference by other pictures. For example, picture A is used
for reference by picture B since there is an arrow from picture
A to picture B. Best use of max_num_reorder_pics in HEVC
is to set it as low as possible to reduce the output delay as
much as possible. The lowest possible values of max_
num_reorder_pics for each temporal layer are shown in FIG.
6. The reason it is O for the lowest layer is because there is no
picture in layer 0 that precedes any picture in decoding order
but follows it in output order. For layer 1, we have picture B
that precedes picture C in decoding order but follows it in
output order, and for layer 2 we have pictures B and C that
both precedes picture D in decoding order but follows it in
output order.

If a decoder knows that it will only decode temporal layer
0, it could potentially output picture B as soon as it has been
decoded but if the decoder decodes all layers it can not. It
could then have to wait until there are two decoded pictures
that follow B in output order.

JCTVC-K0030_v3, Proposed Editorial Improvement for
High efficiency video coding (HEVC) Text Specification
Draft 8, B. Bross et al., JICT-VC of ITU-T SG16 WP3 and
ISO/IEC JTC1/SC29/WG11 117 Meeting, Shanghai, 10-19
Oct. 2012 as published on 12 Sep. 2012 discuses usage of
max_num_reorder_pics in section 7.4.2.1 on page 62 and
section 7.4.2.2 on page 64.
no_output_of_prior_pics_flag

Both H.264 and HEVC bitstream specifies a flag called
no_output_of_prior_pics_flag. This flag is present in the slice
header of random access pictures (RAP). Random access
pictures are pictures from which it is possible to tune into a
stream. They guarantee that decoding of future pictures can
be done correctly if a decoder starts decoding from the ran-
dom access point. The decoder does not have to be fed any
data containing pictures that precede the random access pic-
ture in decoding order for tune-in to work.

The no_output_of_prior_pics_flag specifies how the pre-
viously-decoded pictures in the decoded picture buffer are
treated after decoding of a random access picture. In short, if
no_output_of_prior_pics_flag is equal to 1, no pictures in the
DPB that are marked as “needed for output™ should be output,
but if no_output_of_prior_pics_{flag is equal to O they should
be output.
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Consider FIG. 7 that shows an example where max_
num_reorder_pics is 0 and picture C is a random access
picture with no_output_of_prior_pics_flag equal to 1. In
H.264, it would be possible to output picture B immediately
after it has been decoded. This is not the case in the current
HEVC specification since the decoder does not know imme-
diately after picture B has been decoded whether picture C is
a RAP picture with no_output_of_prior_pics_flag equal to 1
or not. If picture C is not such a picture, picture B could be
output immediately after it has been decoded. But if picture C
is indeed a RAP picture with no_output_of_prior_pics_flag
equal to 1, picture B should not be output, since picture B is
marked as “needed for output” when the slice header of
picture C is decoded.

Since the picture output process in HEVC is done when the
slice header is parsed and no_output_of_prior_pics_flagis an
important feature, there is a higher output delay in the current
HEVC standard than in H.264/AVC.

Information of usage of no_output_of_prior_pics_flag is
disclosed in section 7.4.7.1 on page 75 and section C.5.2 on
page 26 in JCTVC-K0030_v3.

The advantage by using RPSs in HEVC is that it is much
more error resilient compared to the H.264/AVC method.
Also, temporal scalability is more straightforward. A problem
with the HEVC solution is that it introduces additional delay
regarding picture output compared to H.264/AVC. In H.264/
AVC, pictures can be output after a picture has been decoded.
In HEVC, the decoder has to wait for the slice header of the
next picture to be parsed until pictures are output. This causes
a delay.

Hence, there is aneed to solve the shortcomings ofthe prior
art video coding and in particular delay problems that may
occur in the video coding of the prior art.

SUMMARY

It is a general objective to provide an improved decoding
and encoding of pictures of a video sequence.

It is a particular objective to provide such a decoding and
encoding that enables low output delay for pictures.

These and other objectives are met by embodiments as
disclosed herein.

An aspect of the embodiments relates to a method per-
formed by a decoder. The method comprises determining,
after a current picture has been decoded and stored in a
decoded picture buffer (DPB), a number of pictures in the
DPB that are marked as needed for output. The method also
comprises comparing the number against a value sps_
max_num_reorder_pics[HighestTid]. HighestTid specifies a
highest layer that is decoded by the decoder of a video
sequence. The method further comprises outputting a picture,
which is a first picture in output order of the pictures in the
DPB that are marked as needed for output, if the number is
greater than the value. The picture is also marked as not
needed for output if the number is greater than the value.

A related aspect of the embodiments defines a decoder
configured to determine, after a current picture of a bitstream
representing pictures of a video sequence has been decoded
and stored in a DPB, a number of pictures in the DPB that are
marked as needed for output. The decoder is also configured
to compare the number against a value sps_max_num_reor-
der_pics[HighestTid]. The decoder is further configured to
output a picture, which is a first picture in output order, of the
pictures in the DPB that are marked as needed for output and
mark the picture as not needed for output if the number is
greater than the value.
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Another related aspect of the embodiments defines a
decoder comprising a number determining module for deter-
mining, after a current picture of a bitstream representing
pictures of a video sequence has been decoded and stored in
a DPB, a number of pictures in the DPB that are marked as
needed for output. The decoder also comprises a comparing
module for comparing the number against a value sps_
max_num_reorder_pics[HighestTid]. The decoder further
comprises an outputting module for outputting a picture,
which is a first picture in output order, of the pictures in the
DPB that are marked as needed for output if the number is
greater than the value. The decoder additionally comprises a
marking module for marking the picture as not needed for
output if the number is greater than the value.

Another aspect of the embodiment relates to a method
performed by an encoder. The method comprises determin-
ing, after a current picture has been decoded and stored in a
DPB, a number of pictures in the DPB that are marked as
needed for output. The method also comprises comparing the
number against a value sps_max_num_reorder_pics|High-
estTid]. The method further comprises marking a picture,
which is a first picture in output order, of the pictures in the
DPB that are marked as needed for output as not needed for
output if the number is greater than the value.

A related aspect of the embodiments defines an encoder
configured to determine, after a current picture has been
decoded and stored in a DPB, a number of pictures in the DPB
that are marked as needed for output. The encoder is also
configured to compare the number against a value sps_
max_num_reorder_pics[HighestTid]. The encoder is further
configured to mark a picture, which is a first picture in output
order, of the pictures in the DPB that are marked as needed for
output as not needed for output if the number is greater than
the value.

Another related aspect of the embodiments defines an
encoder comprising a number determining module for deter-
mining, after a current picture has been decoded and stored in
a DPB, a number of pictures in the DPB that are marked as
needed for output. The encoder also comprises a comparing
module for comparing the number against a value sps_
max_num_reorder_pics[HighestTid]. The encoder further
comprises a marking module for marking a picture, which is
a first picture in output order, of the pictures in the DPB that
are marked as needed for output as not needed for output if the
number is greater than the value.

A further aspect of the embodiments relates to a method
performed by a decoder. The method comprises parsing a
slice header of a current picture to be decoded of a video
sequence. The method also comprises determining a refer-
ence picture set (RPS) for the current picture based on the
parsed slice header. The method further comprises marking
all pictures in a DPB that are not present in the RPS as unused
for reference. Zero, one or many pictures, marked as needed
for output, of the pictures in the DPB are output and marked
as not needed for output. The method also comprises empty-
ing any picture, from the DPB, marked as unused for refer-
ence and not needed for output of the pictures in the DPB. The
method further comprises decoding the current picture and
determining a number of pictures in the DPB that are marked
as needed for output. The number is compared against a value
derived from at least one syntax element present in a bit-
stream representing pictures of the video sequence. If the
number is greater than the value a picture, which is a first
picture in output order, of the pictures in the DPB that are
marked as needed for output is output and marked as not
needed for output. In an embodiment, determining the num-
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ber of pictures, comparing the number, outputting the picture
and marking the picture are performed after decoding the
current picture.

A related aspect of the embodiments defines a decoder
configured to parse a slice header of a current picture to be
decoded of a bitstream representing pictures of a video
sequence and determine a RPS for the current picture based
on the parsed slice header. The decoder is also configured to
mark all pictures in a DPB that are not present in the RPS as
unused for reference. The decoder is further configured to
output zero, one or many pictures, marked as needed for
output, of the pictures in the DPB and mark the zero, one or
many pictures as not needed for output. The decoder is addi-
tionally configured to empty, from the DPB, any picture
marked as unused for reference and not needed for output of
the pictures in the DPB. In this embodiment, the decoder is
also configured to decode the current picture. The decoder is
further configured to determine a number of pictures in the
DPB that are marked as needed for output. The decoder is
additionally configured to compare the number against a
value derived from at least one syntax element present in the
bitstream. In this embodiment, the decoder is configured to
output a picture, which is a first picture in output order, of the
pictures in the DPB that are marked as needed for output and
mark the picture as not needed for output if the number is
greater than the value. The decoder is preferably configured to
determine the number of pictures, compare the number, out-
put the picture and mark the picture after decoding the current
picture.

Another related aspect of the embodiments defines a
decoder comprising a parsing module for parsing a slice
header of a current picture to be decoded of a bitstream
representing pictures of a video sequence. The decoder fur-
ther comprises a reference picture set determining module for
determining a RPS for the current picture based on the parsed
slice header. The decoder also comprises a marking module
for marking all pictures in a DPB that are not present in the
RPS as unused for reference and an output module for out-
putting zero, one or many pictures, marked as needed for
output, of the pictures in the DPB. The marking module is
further for marking the zero, one or many pictures as not
needed for output. The decoder comprises a picture emptying
module for emptying, from the DPB, any picture marked as
unused for reference and not needed for output of the pictures
in the DPB. The decoder also comprises a decoding module
for decoding the current picture. The decoder further com-
prises a number determining module for determining a num-
ber of pictures in the DPB that are marked as needed for
output and a comparing module for comparing the number
against a value derived from at least one syntax element
present in the bitstream. In this embodiment, the outputting
unit is further for outputting a picture, which is a first picture
in output order, of the pictures in the DPB that are marked as
needed for output if the number is greater than the value. The
marking module is further for marking the picture as not
needed for output if the number is greater than the value. In a
preferred embodiment, the number determining module
determining the number of pictures, the comparing module
comparing the number, the outputting module outputting the
picture and the marking module marking the picture after the
decoding module decoding the current picture.

Yet another aspect of the embodiments relates to a method
performed by an encoder. The method comprises marking all
pictures in a DPB that are not present in a RPS for a current
picture of a video sequence as unused for reference and mark-
ing zero, one or many pictures, marked as needed for output,
of the pictures in the DPB is not needed for output. The
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method also comprises emptying, from the DPB, any picture
marked as unused for reference and not needed for output of
the pictures in the DPB. The method further comprises decod-
ing the current picture. A number of pictures in the DPB that
are marked as needed for output is determined and compared
against a value derived from at least one defined syntax ele-
ment. The method also comprises marking a picture, which is
a first picture in output order, of the pictures in the DPB that
are marked as needed for output as not needed for output if the
number is greater than the value. In a preferred embodiment,
determining the number of pictures, comparing the number
and marking the picture are performed after decoding the
current picture.

A related aspect of the embodiments defines an encoder
configured to mark all pictures in a DPB that are not present
in a RPS for a current picture of a video sequence as unused
for reference. The encoder is also configured to mark zero,
one or many pictures, marked as needed for output, of the
pictures in the DPB, as not needed for output and empty, from
the DPB, any picture marked as unused for reference and not
needed for output of the pictures in the DPB. The encoder is
further configured to decode the current picture. The encoder
is additionally configured to determine a number of pictures
in the DPB that are marked as needed for output and compare
the number against a value derived from at least one defined
syntax element. The encoder is also configured to mark a
picture, which is a first picture in output order, of the pictures
in the DPB that are marked as needed for output as not needed
for output if the number is greater than the value. In a pre-
ferred embodiment, the encoder is configured to determine
the number of pictures, compare the number and mark the
picture after decoding the current picture.

Another related aspect of the embodiments defines an
encoder comprising a marking module for marking all pic-
tures in a DPB that are not present in a RPS for a current
picture of a video sequence as unused for reference and mark-
ing zero, one or many pictures, marked as needed for output,
of the pictures in the DPB, as not needed for output. The
encoder also comprises a picture emptying module for emp-
tying, from the DPB, any picture marked as unused for ref-
erence and not needed for output of the pictures in the DPB.
The encoder further comprises a decoding module for decod-
ing the current picture. The encoder also comprises a number
determining module for determining a number of pictures in
the DPB that are marked as needed for output and a compar-
ing module for comparing the number against a value derived
from at least one defined syntax element. In this embodiment,
the marking module is further for marking a picture, which is
a first picture in output order, of the pictures in the DPB that
are marked as needed for output as not needed for output if the
number is greater than the value. In a preferred embodiment,
the number determining module determining the number of
pictures, the comparing module comparing the number and
the marking module marking the picture after the decoding
module decoding the current picture.

Further aspects of the embodiments relates to a mobile
terminal comprising a decoder according to above and/or an
encoder according to above and a network node comprising a
decoder according to above and/or an encoder according to
above.

BRIEF DESCRIPTION OF THE DRAWINGS

The embodiments, together with further objects and advan-
tages thereof, may best be understood by making reference to
the following description taken together with the accompa-
nying drawings, in which;
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FIG. 1 is a schematic overview of a H.264/AVC decoder;

FIG. 2 illustrates output and decoding order for an example
of'a multi-layer video sequence;

FIG. 3 is a simplified decoding flow chart of H.264/AVC;

FIG. 4 illustrates output and decoding order for an example
of'a multi-layer video sequence;

FIG. 5 is a simplified decoding flow chart of HEVC;

FIG. 6 illustrates output and decoding order and temporal
layers for an example of a multi-layer video sequence;

FIG. 7 illustrates output and decoding order for an example
of'a video sequence;

FIG. 8 is a flow chart of a method performed by a decoder
according to an embodiment;

FIG. 9 is a flow chart of additional, optional steps of the
method in FIG. 8;

FIG. 10 is a flow chart of an additional, optional step of the
method in FIG. 8;

FIG. 11 is a flow chart of a method performed by a decoder
according to another embodiment;

FIG. 12 is a flow chart of additional, optional steps of the
method in FIG. 9 or 11;

FIG. 13 is a flow chart of an additional, optional step of the
method in FIG. 8 or 11;

FIG. 14 is a simplified decoding flow chart of an embodi-
ment;

FIG. 15 is a simplified decoding flow chart of another
embodiment;

FIG. 16 is a schematic block diagram of a decoder accord-
ing to an embodiment;

FIG. 17 is a schematic block diagram of a decoder accord-
ing to another embodiment;

FIG. 18 is a schematic block diagram of a decoder accord-
ing to a further embodiment;

FIG. 19 is a schematic block diagram of a decoder accord-
ing to yet another embodiment;

FIG. 20 is a schematic block diagram of a decoder accord-
ing to a further embodiment;

FIG. 21 is a flow chart of a method performed by an
encoder according to an embodiment;

FIG. 22 is a flow chart of a method performed by an
encoder according to another embodiment;

FIG. 23 is a schematic block diagram of an encoder accord-
ing to an embodiment;

FIG. 24 is a schematic block diagram of an encoder accord-
ing to another embodiment;

FIG. 25 is a schematic block diagram of an encoder accord-
ing to a further embodiment;

FIG. 26 is a schematic block diagram of an encoder accord-
ing to yet another embodiment;

FIG. 27 is a schematic block diagram of an encoder accord-
ing to a further embodiment;

FIG. 28 is a schematic block diagram of a mobile terminal
according to an embodiment;

FIG. 29 is a schematic block diagram of a network node
according to an embodiment; and

FIG. 30 illustrates output and decoding order for an
example of a multi-layer video sequence.

DETAILED DESCRIPTION

Throughout the drawings, the same reference numbers are
used for similar or corresponding elements.

The present embodiments generally relate to decoding and
encoding pictures of a video sequence, and in particular to
outputting or bumping pictures from a decoded picture buffer
in connection with decoding and encoding pictures. The
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embodiments thereby enable a reduction in the output delay
and allow an earlier output of pictures than state of the art
solutions.

In a general embodiment, when a picture is decoded, the
decoder or encoder (picture decoding is also performed dur-
ing encoding in order to obtain reconstructed reference pic-
tures from previously encoded pictures) determines the num-
ber of pictures in a decoded picture buffer (DPB) that are
marked as needed for output and compares that number
against a value that is derived from syntax elements in the
bitstream. If the number of pictures in the DPB marked as
needed for output is greater than the value that is derived from
syntax elements in the bitstream a modified output process is
performed or the picture of the pictures in the DPB marked as
needed for output, which is the first picture in output order is
output, denoted picture output process #2, and marked as not
needed for output.

Various particular implementation embodiments and
aspects will now be described further herein starting with the
decoding side and then continuing with the encoding side.

Marked as needed for output implies herein that a picture is
waiting to be output, such as for display or storage. Corre-
spondingly, marked as not needed for output implies herein
that a pictures is not waiting to be output and may, for
instance, already have been output. Correspondingly, marked
as used for reference implies that a picture is used for predic-
tion when another picture is decoded. Marked as unused for
reference implies that the picture cannot be used for reference
or prediction by subsequent pictures. The marking as men-
tioned above should not be interpreted as literally marking the
pictures with a label “needed for output”, “not needed for
output”, “used for reference” or “unused for reference”.
Rather, the marking should be interpreted that the picture is
identified in some way that it should be/should not be output
and that is could be used as reference picture/not used as
reference picture. The marking could be implemented in vari-
ous embodiments. For instance, the picture could be stored in
a particular portion of the DPB dedicated for pictures that
should be output or that should not be output or pictures that
could be used as reference picture or that should not be used
as reference picture. Alternatively, the picture could be tagged
or otherwise associated with a flag or other codeword identi-
fying the picture as needed for output vs. not needed for
output and used for reference vs. unused for reference. In the
case of a flag implementation, the flag could have a first value
(0,,,, or 1,..), to indicate one of the alternatives and then have
a second value (1,,, or 0,,,,) to indicate the other alternative.
For instance, a first flag could be used with regard to output of
pictures and a second flag could be used with regard to ref-
erence.

Hence, a general aspect relates to a method performed by a
decoder. In the method the decoder determines the number of
pictures in the DPB that are marked as needed for output and
compares that number against a value that is derived from
syntax elements in the bitstream. If the number of pictures in
the DPB marked as needed for output is greater than the value
that is derived from syntax elements in the bitstream, a modi-
fied output process is performed or the picture of the pictures
in the DPB marked as needed for output, which is the first
picture in output order is output, denoted picture output pro-
cess #2 herein, and marked as not needed for output.

This general aspect is preferably implemented in a HEVC
compliant decoder, also referred to as a H.265 compliant
decoder herein. In such a case, an implementation embodi-
ment relates to a method performed by a HEVC compliant
decoder and comprising the following steps. The HEVC com-
pliant decoder determines a number of pictures in a DPB that
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are marked as needed for output. The HEVC compliant
decoder also compares the number against a value derived
from at least one syntax element present in a bitstream rep-
resenting pictures of a video sequence. The HEVC compliant
decoder further outputs a picture, which is a first picture in
output order, of the pictures in the DPB that are marked as
needed for output if the number is greater than the value. In
addition, the HEVC compliant decoder marks the output
picture as not needed for output if the number is greater than
the value.

FIG. 8 is a flow chart of a method performed by a decoder
according to an embodiment. The method comprises deter-
mining, in step S1 and after a current picture has been
decoded and stored in a DPB, a number of pictures in the DPB
that are marked as needed for output. A next step S2 com-
prises comparing this number against a value sps_max_
num_reorder_pics|HighestTid]. If the number is greater than
the value the method continues to step S3. This step S3
comprises outputting a picture, which is a first picture in
output order, of the pictures in the DPB that are marked as
needed for output. The picture, which was output in step S3,
is then marked as not needed for output in step S4. Hence, this
step S4 is performed if the number is greater than the value.

In this embodiment, sps_max_num_reorder_pics[High-
estTid] is used as preferred representation of the value derived
from at least one syntax element present in a bitstream rep-
resenting pictures of a video sequence. Furthermore, High-
estTid specifies a highest layer that is decoded by the decoder
of'the video sequence. Hence, HighestTid indicates the high-
esttemporal sub-layer, if the video sequence comprises one or
more temporal layers, and indicates the highest decoded
layer, if the video sequence instead comprises another type of
layers, such as one or more spatial layers, quality layers, etc.

In an embodiment, sps_max_num_reorder_pics[i] indi-
cates the maximum allowed number of pictures that can pre-
cede any picture in the coded video sequence in decoding
order and follow that picture in output order when HighestTid
is equal to i. The prefix sps of max_num_reorder_pics|i]
indicates that the syntax element is preferably present in a
Sequence Parameter Set (SPS) of the bitstream.

Thus, in this embodiment there could be one value derived
per layer in the bitstream and the value to use in the compari-
son performed in step S2 is the value that is derived for the
highest layer that is actually decoded by the decoder of the
video sequence. Please note that this highest decoded layer
may be equal to or lower than the maximum number of layers
in the video sequence as specified by a max_sub_layers_mi-
nusl syntax element, such as vps_max_sub_layers_minusl
or sps_max_sub_layers_minus1, depending on whether the
syntax element is retrieved from a Video Parameter Set (VPS)
or SPS.

Hence, in a particular embodiment the video sequence is a
multi-layer video sequence comprising multiple, i.e. at least
two, layers of pictures. Each layer of the multiple layers then
preferably has an associated syntax element defining a
respective value. The value used in the comparison of step S2
is then the value obtained from the syntax element associated
with, in this embodiment, the highest layer that is decoded by
the decoder of the multiple layers.

In a particular embodiment, sps_max_num_reorder_pics
[1] indicates the maximum allowed number of pictures in the
same or lower layer, such as the same or lower temporal layer,
as compared to the layer i, that precedes a picture in decoding
order and follows that picture in output order.

In an embodiment, if the number is not greater than the
value as determined in the comparison of step S2 the method
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preferably ends and no picture is output or marked. Thus, in
such a case, steps S3 and S4 are omitted and not performed,
see right hatched line.

In an embodiment, steps S2-S4 could be performed only
once after a current picture has been decoded and stored in the
DPB. Alternatively, the loop formed by steps S2-S4, see left
hatched line, could be performed until the number of pictures
in the DPB that are marked as needed for output is no longer
larger than the value sps_max_num_reorder_pics[Highest-
Tid]. Each time the loop of steps S2-S4 is performed the
number of pictures in the DPB that are marked as needed for
output is reduced by one through the marking, in step S4, of
the picture output in step S3 as not needed for output. This
means that steps S3 or S4 could be performed, after the
current picture has been decoded and stored in the DPB, zero
times, if number=sps_max_num_reorder_pics[HighestTid];
once, if number=sps_max_num_reorder_pics[HighestTid]+
1; or more than once if number>sps_max_num_reorder_pics
[HighestTid]+1, ie. n times if
number=sps_max_num_reorder_pics[HighestTid]+n. Once
the comparison in step S2 determines that the number is no
longer larger than the value sps_max_num_reorder_pics
[HighestTid] the method ends.

The determination of the number of pictures in the DPB
marked as needed for output in step S1 is preferably per-
formed after the current picture has been decoded and stored
in the DPB.

The method as disclosed above and illustrated in FIG. 8 is
preferably performed once for each picture of the video
sequence that is decoded and stored in the DPB. Thus, the
method is preferably instantaneously performed once the cur-
rent pictures is considered as decoded, i.e. after the last
decoding unit of the picture is decoded, and the current
decoded picture is stored in an empty picture storage buffer,
i.e. picture slot, in the DPB.

FIG. 9 is a flow chart of additional, optional steps of the
method in FIG. 8. The method starts in step S10, which
comprises parsing a slice header of the current picture to be
decoded of the video sequence. A next step S11 determines a
reference picture set (RPS) for the current picture based on
the parsed slice header. All pictures in the DPB that are not
present in the RPS are marked as unused for reference in step
S12. A following step S13 comprises outputting zero, one or
many, i.e. more than one, pictures, which are marked as
needed for output, of the pictures in the DPB. This step S13
also comprises marking the output zero, one or many pictures
as not needed for output. Step S14 comprises emptying or
removing, from the DPB, any picture marked as unused for
reference and not needed for output of the pictures in the
DPB. The current picture is then decoded in step S15. The
method then continues to step S1 in FIG. 8. Hence, in this
embodiment determining the number of pictures in step S1,
comparing the number in step S2, outputting the picture in
step S3 and marking the picture in step S4 are performed after
decoding the current picture in step S15.

In addition to decoding the current picture in step S15, this
step preferably also comprises marking the current picture as
used for reference, or in an optional embodiment marking the
current picture as used for short-term reference. The current
picture is preferably also marked as needed for output or not
needed for output according to the value of the variable
PicOutputFlag preferably obtained in step S10.

Generally, a coded video sequence, i.e. bitstream, com-
prises Network Abstraction Layer (NAL) units. Basically,
one NAL unit comprises either a slice with a corresponding
slice header including control information for that slice and
video payload data or the NAL unit comprises a parameter
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set, such as VPS, SPS and Picture Parameter Set (PPS). The
parameter set comprises control information. A picture of the
video sequence may consist of a single slice or multiple
slices. Step S10 of FIG. 9 thereby comprises parsing the slice
header portion of the NAL unit comprising a slice of the
picture. If the picture comprises multiple slices and is thereby
distributed among multiple NAL units comprising a respec-
tive slice header then step S10 is preferably performed for
each slice of the picture. However, steps S11 to S14 are
preferably only performed for one of the slices in the picture,
typically the first slice in the picture.

The slice header parsed in step S10 comprises information
enabling the decoder to generate an RPS. The RPS is a set of
reference pictures associated with the current picture and
consisting of all reference pictures that are prior to the current
picture in decoding order and that may be used for reference,
i.e. inter prediction, of the current picture or any picture in the
video sequence following the current picture in decoding
order.

The information obtained in step S10 and used to deter-
mine the RPS in step S11 may, for instance, comprise an
identifier to a RPS syntax structure included in a parameter
set, such as SPS, applicable to the current slice. An example
of such an identifier applicable for HEVC is short_term_
ref_pic_set_idx. The parameter set then comprises syntax
elements defining one or more RPS, such as num_short_ter-
m_ref_pic_sets defining the number of short_term_ref
pic_set( ) syntax elements included in the SPS, where the
short_term_ref pic_set( ) syntax element defines a candidate
RPS for the current picture.

Alternatively, the information obtained in step S10 could
be used directly to determine the RPS in step S11. This
information may, for instance, comprise short_term_ref
pic_set( ) syntax element, where the short_term_ref pic_
set( ) syntax element defines the RPS of the current picture.

More information of determining RPS can be found in WO
2013/002700 and sections 7.3.2.2, 7.3.5.1, 7.3.5.2, 7.4.2.2,
7451, 7.45.2 and 8.3.2 in JCTVC-J1003_d7, High effi-
ciency video coding (HEVC) text specification draft 8, B.
Bross et al., JCT-VC of ITU-T SG16 WP3 and ISO/IEC
JTC1/SC29/WG11 10% Meeting, Stockholm, 11-20 Jul.
2012.

The RPS specifies, as mentioned in the foregoing, the
pictures of the video sequence that are to be kept in the DPB,
i.e. be available for use as reference pictures when decoding
the current picture and/or when decoding pictures following
the current picture in decoding order. This means that any
reference pictures stored in the DPB but not listed in the RPS
will not be used as reference picture anymore. Hence, step
S12 thereby comprises marking such pictures in the DPB but
not identified in the RPS as unused for reference.

The output of pictures in step S13 can comprise outputting
one picture marked as needed for output, outputting more
than one picture marked as needed for output or indeed not
outputting any picture at all. Any pictures output in step S13
are output according to an output order, preferably output in
the order of smallest value of Picture Order Count (POC).

Any picture output in step S13 is then marked as not needed
for output since the picture has then been output. If zero
pictures are output no marking is of course performed in this
step S13.

Pictures that are marked as unused for reference and not
needed for output are no longer need, neither as reference
pictures nor for output. Accordingly, step S14 empties or
removes any such marked pictures from the DPB to thereby
free a picture storage buffer, i.e. picture slot, in the DPB.
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Decoding of the current picture is performed according to
well-known methods of picture decoding, such as specified in
the HEVC/H.265 standard. Hence, the decoding in step S35
involves generating pixels values of the pixels or samples in
the current picture, typically using pixel values of one or more
previously decoded pictures stored in the DPB as reference
pictures.

In the embodiment as shown in FIG. 9, the method as
shown in FIG. 8 and comprising steps S1-S4 could be
regarded as an additional or further picture output process,
which has been mentioned in the foregoing as picture output
process #2. This embodiment thereby enables output of pic-
tures in step S3 even after the current picture has been
decoded in step S15 but prior to starting processing a next
picture in the bitstream, i.e. prior to performing step S10 for
a next picture in decoding order.

FIG. 14 summarizes this embodiment. Hence, in one
embodiment an additional picture output process step is
added after picture decoding in order to allow earlier output of
pictures, see FIG. 14. A decoder method may contain and/or
a decoder may be configured to perform the following
ordered steps according to the embodiment:

1. The slice header, including the RPS, of the first slice

header of a picture P is parsed.

2. A picture marking process is done, e.g. pictures may be
marked unused for reference by the RPS from the slice
header.

3. A picture output process is done in which pictures may
be output.

4. Picture P is decoded.

5. After picture P is decoded, the decoder determines the
number of pictures in the DPB that are marked as needed
for output and compares that number against a value that
is derived from syntax elements, exemplified by
sps_max_num_reorder_pics[HighestTid], in the bit-
stream.

6. If the number of pictures in the DPB marked as needed
for output is greater than the value that is derived from
syntax elements in the bitstream, the picture of the pic-
tures in the DPB marked as needed for output which is
the first picture in output order is output and marked as
not needed for output. Thus, according to the embodi-
ment the picture output process #2 is introduced.

7. The next picture Q is decoded by repeating steps 1-6
above for picture Q.

The method as disclosed in FIG. 8 could also be imple-
mented as part of a modified output process, such as for
HEVC. In this approach, the existing picture output process
step is modified in order to allow earlier output of pictures.

The modification provides a solution to the problem with
no_output_of_prior_pics_flag as discussed in the back-
ground section. The solution is similar to the embodiments
discussed above but with the change that instead of adding an
additional output process, the existing HEVC output process
is modified when no_output_of_prior_pics_flagis equalto 1.

FIG. 10 is a flow chart of an additional, optional step of the
method in FIG. 8 when implementing the above-mentioned
embodiment. Step S20 comprises parsing a slice header of a
random access picture (RAP), also referred to as intra random
access point (IRAP) picture in the art, of the video sequence
to obtain a value of a no_output_of_prior_pics_flag flag. If
the value of the no_output_of_prior_pics_flag flag is 1 the
method continues to step S1 of FIG. 8. Hence, in this embodi-
ment, determining the number in step S1, comparing the
number in step S2, outputting the picture in step S3 and
marking the picture in step S4 are performed if the value of the
no_output_of_prior_pics_flag is one.
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Correspondingly, if the value of the no_output_of
prior_pics_flag value is zero (0) the method ends and the
modified output process is not performed.

When this embodiment is applied to HEVC the method
preferably comprises the additional steps of determining a
RPS for the random access picture based on the slice header
parsed in step S20 (compare with step S11 in FIG. 9). The
method also comprises marking all pictures in the DPB that
are not listed in the RPS as unused for reference (compare
with step S12 in FIG. 9). The random access picture is
decoded (compare with step S15 in FIG. 9). In this embodi-
ment, determining the number in step S1, comparing the
number in step S2, outputting the picture in step S3 and
marking the picture in step S4 are performed after marking
the pictures not listed in the RPS but prior to decoding the
random access picture.

FIG. 15 is a simplified decoding flow chart of this embodi-
ment. A decoder method may contain and/or a decoder may
be configured to perform the following ordered steps accord-
ing to the embodiment:

1) The slice header of the first slice header of a picture P is

parsed.

2) A picture marking process is done.

3) A picture output process is done in which pictures may
be output. The picture output process is modified such
that if no_output_of_prior_pics_flag is equal to 1, the
following applies:

a. The decoder determines the number of pictures in the
DPB that are marked as needed for output and com-
pares that number against a value that is derived from
syntax elements in the bitstream,

b. Ifthe number of pictures in the DPB marked as needed
for output is greater than the value that is derived from
syntax elements in the bitstream, the picture of the
pictures in the DPB marked as needed for output
which is first in output order is output and marked as
not needed for output.

c. All remaining pictures in the DPB that are marked as
needed for output are marked as not needed for out-
put. They are not output.

4) Picture P is decoded.

FIG. 11 is a flow chart of a method performed by a decoder
according to another embodiment. The method comprises
parsing a slice header of a current picture to be decoded of a
video sequence in step S30. A RPS is determined for the
current picture based on the parsed slice header in step S31.
The following step S32 comprises marking all pictures in the
DPB that are not present in the RPS as unused for reference.
Zero, one or many pictures marked as needed for output of the
pictures in the DPB are output and marked as not needed for
output in step S33. The following step S34 comprises emp-
tying or removing any picture, from the DPB, which is
marked as unused for reference and not needed for output of
the pictures in the DPB. The current picture is then decoded in
step S35.

These steps S30 to S35 basically correspond to steps S10-
S15 discussed in the foregoing and illustrated in FIG. 9.

The method then continues to step S36, which comprises
determining a number of pictures in the DPB that are marked
as needed for output. This number is compared in step S37
against a value derived from at least one syntax element
present in a bitstream representing pictures of the video
sequence. If the number is greater than the value the method
continues to steps S38 and S39. Step S38 comprises output-
ting a picture, which is the first picture in output order, of the
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pictures in the DPB that are marked as needed for output. Step
S39 comprises marking the picture, output in step S38, as not
needed for output.

In this embodiment, determining the number of pictures in
step S37, comparing the number in step S38, outputting the
picture in step S38 and marking the picture in step S39 are
performed after decoding the current picture in step S35.

Steps S36 to S39 correspond to steps S1 to S4 discussed in
the foregoing and shown in FI1G. 8 but with a difference in that
the value against which the determined number is compared
in step S37 does not necessarily have to be sps_max_
num_reorder_pics|HighestTid] but could instead be a value
derived from (an) other syntax element(s) present in the bit-
stream, which is further discussed below.

In an embodiment, if the number is not greater than the
value as determined in the comparison of step S37 the method
preferably ends and no picture is output or marked. Thus, in
such a case, steps S38 and S39 are omitted and not performed,
see right hatched line.

In an embodiment, steps S37-S39 could be performed only
once after a current picture has been decoded and preferably
stored in the DPB. Alternatively, the loop formed by steps
S37-S39, see left hatched line, could be performed until the
number of pictures in the DPB that are marked as needed for
output is no longer larger than the value. Each time the loop of
steps S37-S39 is performed the number of pictures inthe DPB
that are marked as needed for output is reduced by one
through the marking, in step S39, of the picture, output in step
S38, as not needed for output.

FIG. 12 is a flow chart of additional, optional steps of the
method in FIG. 11 but also applicable to the embodiments as
shown in FIGS. 8 and 9. The method continues from step S35
in FIG. 11 or step S15 in FIG. 9, in which the current picture
was decoded. A next step S40 comprises storing the decoded
current picture in the DPB in an empty picture storage buffer,
i.e. picture slot. The decoded current picture is marked in step
S41 as needed for output or as not needed for output. The
picture is optionally also marked as used for short-term ref-
erence, i.e. used as reference picture. This step S41 is prefer-
ably performed based on a PicOutputFlag assigned to the
current picture. Thus, if the flag has a value of 1 then the
decoded current picture is marked as needed for output and
otherwise, i.e. the flag has a value of 0, the decoded current
picture is marked as not needed for output. The PicOutput-
Flag may be derived from syntax element in the bitstream
applicable to the present current picture, such as based on the
syntax element pic_output_flag that may be present in the
slice header of the current picture.

The method then continues to step S36 of FIG. 11 or step
S10ofFIG. 8, where the number of pictures in the DPB marked
as needed for output is determined.

Herein various embodiments of selecting the value used in
the comparison in step S37 of FIG. 11 and in step S2 of FIG.
8 will be described.

In an embodiment, the video sequence is a multi-layer
video sequence comprising multiple layers of pictures. Each
layer of the multiple layers then has an associated syntax
element defining a respective value used in the output pro-
cess. The method further comprises an additional, optional
step as shown in the flow chart of FIG. 13. The method
continues from step S35 in FIG. 11 or from step S1 in FIG. 8.
A next step S50 comprises selecting a value derived from a
syntax element associated with a highest layer that is decoded
by the decoder of the multiple layers. The method then con-
tinues to step S37 in FIG. 11 or step S2 in FIG. 8 where this
selected value is used.
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Step S37 and step S2 preferably comprise, in this embodi-
ment, comparing the number determined in step S36 or S1
against a value of sps_max_num_reorder_pics[HighestTid].
If the number is larger than the value sps_max_num_
reorder_pics[HighestTid] the method continues to step S38
or S3, which comprise, in this embodiment, outputting a
picture in the DPB with a smallest value of PicOrderCntVal of
all pictures in the DPB that are marked as needed for output.
PicOrderCntVal represents a picture order count value of the
picture, which in turn preferably defines the output order of
pictures stored in the DPB.

In a particular implementation aspect of this embodiment,
the video sequence is a multi-layer video sequence compris-
ing multiple layers of pictures. In such a case, each layer has
a respective value, i.e. sps_max_num_reorder_pics[i] for
layer number i. The value to use is then the value associated
with the highest decoded layer, i.e. the highest layer that is
decoded by the decoder, such as the highest sub-layer if the
layers are different temporal layers.

In another embodiment, the video sequence is a multi-layer
video sequence comprising multiple layers of pictures. Each
layer of the multiple layers then has an associated syntax
element defining a respective value. The method further com-
prises an additional, optional step as shown in the flow chart
of FIG. 13. The method continues from step S36 in FIG. 11.
A next step S50 comprises selecting a value derived from a
syntax element associated with a highest layer of the multiple
layers. The method then continues to step S37 where this
selected value is used.

Step S37 preferably comprises, in this embodiment, com-
paring the number determined in step S36 against a value of
sps_max_num_reorder_pics[sps_max_sub_layers_minusl].
If the number is larger than the value sps_max_num_
reorder_pics[sps_max_sub_layers_minus1] the method con-
tinues to step S38, which comprise, in this embodiment,
outputting a picture in the DPB with a smallest value of
PicOrderCntVal of all pictures in the DPB that are marked as
needed for output. The syntax element sps_max_sub_lay-
ers_minus] specifies a maximum number of layers of the
video sequence.

In a particular implementation aspect of this embodiment,
the video sequence is a multi-layer video sequence compris-
ing multiple layers of pictures. In such a case, each layer has
a respective value, i.e. sps_max_num_reorder_pics[i] for
layer number i. The value to use is then the value associated
with the highest layer in the bitstream.

In a further embodiment, the video sequence is a multi-
layer video sequence comprising multiple layers of pictures.
Each layer of the multiple layers then has an associated syntax
element defining a respective value. The method further com-
prises an additional, optional step as shown in the flow chart
of FIG. 13. The method continues from step S36 in FIG. 11.
A next step S50 comprises selecting a value derived from a
syntax element associated with a layer of the multiple layers
to which the decoded current picture belongs. The method
then continues to step S37 where this selected value is used.

In yet another embodiment, the video sequence is a multi-
layer video sequence comprising multiple layers of pictures.
Each layer of the multiple layers then has an associated syntax
element defining a respective value. The method further com-
prises an additional, optional step as shown in the flow chart
of FIG. 13. The method continues from step S36 in FIG. 11.
A next step S50 comprises selecting a maximum value of the
respective values.

The method as shown in FIG. 11 can be applied to a current
picture that is a random access picture of the video sequence.
Insuch acase, step S30 preferably comprises parsing the slice
header of the random access picture to obtain a value of a
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no_output_prior_flag flag. In such a case, determining the
number in step S36, comparing the number in step S37,
outputting the picture in step S38 and marking the picture in
step S39 could be conditional based on the value of this flag.
Hence, in an optional embodiment these steps S36-S39 are
performed if the value of the no_output_prior_flag flag is 1.

In an embodiment, marking the picture as performed in
step S12 of FIG. 9 and S32 of FIG. 11 preferably comprises
marking all pictures in the DPB that are not present in the RPS
asunused for reference. These steps optionally also comprise
marking all pictures in the DPB that are present in the RPS as
used for reference. However, generally a picture is marked as
used for reference once it is decoded and stored in the DPB.
Hence, step S12 and S32 typically involve remarking pictures
that no longer are needed for reference.

In an embodiment, outputting the picture as performed in
step S3 of FIG. 8 and step S38 of FIG. 11 preferably com-
prises outputting a picture with smallest picture order count
value of the pictures in the DPB that are marked as needed for
output if the number is greater than the value as determined in
step S2 or S37. The picture order count value is preferably
represented by the parameter PicOrderCntVal.

In an embodiment, outputting the picture as performed in
step S3 of FIG. 8 and step S38 of FIG. 11 is preferably
performed before parsing a slice header of a next picture to be
decoded of the coded video sequence.

In an embodiment, the method as performed in FIG. 8 orin
FIG. 11 comprises the additional step of retrieving the at least
one syntax element from a parameter set associated with the
bitstream and selected from a group consisting of a PPS, a
SPS and a VPS. A PPS is identified based on a PPS identifier
present in the slice header of the current picture. A SPS that
applies to the current picture is identified by a SPS identifier
present in the PPS identified by the PPS identifier present in
the slice header of the current picture. Correspondingly, a
VPS that applies to the current picture is identified by a VPS
identifier present in the SPS that applies to the current picture.
In a particular embodiment, the at least one syntax element is
retrieved from a SPS.

A particular embodiment, which is applicable to an imple-
mentation using no_output_prior_pics_flag, comprises an
additional step of preferably marking all remaining pictures
in the DPB marked as needed for output as not needed for
output if the no_output_prior_pics_flag flag is one.

In a related embodiment, the method comprises the further
step of emptying all pictures in the DPB without output of any
pictures if the no_output_prior_pics_flag flag is one. The
fullness of the DPB is then set equal to zero to indicate the
DPB is empty.

Here below various example embodiments will be further
discussed.

Example Embodiment 1

In one embodiment, an additional picture output process
step is added after picture decoding in order to allow earlier
output of pictures, see FIG. 14.

A decoder method may contain and/or a decoder may be
configured to perform the following ordered steps according
to the embodiment:

1. The slice header of the first slice header of picture P is

parsed,

2. A picture marking process is done,

3. A picture output process is done in which pictures may

be output.

4. Picture P is decoded,

5. After picture P is decoded, the decoder determines the

number of pictures in the DPB that are marked “needed
for output” and compares that number against a value



US 9,407,932 B2

19

that is derived from syntax elements (exemplified by
embodiment 9) in the bitstream,

6. If the number of pictures in the DPB marked “needed for
output” is greater than the value that is derived from
syntax elements in the bitstream, the picture of the pic-
tures in the DPB marked “needed for output” which is
the first picture in output order is output and marked “not
needed for output”. Thus, according to the embodiment
the picture output process #2 is introduced.

7. A next picture Q is decoded

Example Embodiment 2

The same as example embodiment 1 where the value is
represented by a single codeword of the syntax element in the
bitstream.

Example Embodiment 3

The same as example embodiment 2 where the value is
represented by a codeword in a sequence parameter set, e.g. a
picture parameter set (PPS), a sequence parameter set (SPS)
or a video parameter set (VPS).

Example Embodiment 4

The same as embodiment 1-3 where there is one layer
dependent value derived per layer in the bitstream and the
value to use in the comparison is the value that is derived for
the same layer as picture P.

Example Embodiment 5

The same as embodiment 1-3 where there is one value
derived per layer in the bitstream and the value to use in the
comparison is the value that is derived for the highest layer in
the bitstream,

Example Embodiment 6

The same as embodiment 1-3 where there is one value
derived per layer in the bitstream and the value to use in the
comparison is the maximum value for all layers.

Example Embodiment 7

The same as embodiment 5 where the highest layer is
defined as the highest sub-layer.
Example Embodiment 8

The same as embodiment 1-7 where first picture in output
order is defined as the picture in the DPB with the smallest
value of PicOrderCntVal. PicOrderCntVal defines the POC
and is described above.

Example Embodiment 9

The same as embodiment 4-8 where the layers are temporal
layers.

Example Embodiment 10

The combination of embodiments 1, 2, 3, 5, 8 and 9 is one
preferred embodiment. Expressing this embodiment in the
current HEVC specification (JCTVC-K0030_v3) could
resultin the following HEVC specification changes in section
C.5.3 where bold text means added text:

C.5.3 Picture Decoding, Marking and Storage and Possible
Output of One Picture

The following happens instantaneously when the last
decoding unit of access unit n containing the current picture is
removed from the CPB.

The current picture is considered as decoded after the last
decoding unit of the picture is decoded. The current decoded
picture is stored in an empty picture storage buffer in the
DPB, and the following applies,
1.—If'the current decoded picture has PicOutputFlag equal to

1, it is marked “needed for output™.
2.—Otherwise (the current decoded picture has PicOutput-

Flag equal to 0), it is marked “not needed for output™.

If the current decoded picture is a reference picture, it is
marked “used for reference”, otherwise (the current decoded
picture is a non-reference picture), it is marked “unused for
reference”.
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When the number of pictures in the DPB that are marked
“needed for output” is greater than sps_max_num_
reorder_pics[sps_max_sub_layers_minus1] after the current
decoded picture has been stored in the DPB, the picture in the
DPB with the smallest value of PicOrderCntVal of all pictures
in the DPB is cropped, output and marked “not needed for
output”.

Example Embodiment 11

The combination of embodiments 1, 2, 3, 7, 8 and 9 is
another preferred embodiment. Expressing this embodiment
in the current HEVC specification (JCTVC-K0030_v3)
could result in the following HEVC specification changes in
section C.5.3 where bold text means added text:

C.5.3 Picture Decoding, Marking and Storage and Possible
Output of One Picture

The following happens instantaneously when the last
decoding unit of access unit n containing the current picture is
removed from the CPB.

The current picture is considered as decoded after the last
decoding unit of the picture is decoded. The current decoded
picture is stored in an empty picture storage buffer in the
DPB, and the following applies.
1.—Ifthe current decoded picture has PicOutputFlag equal to

1, it is marked “needed for output”.
2.—Otherwise (the current decoded picture has PicOutput-

Flag equal to 0), it is marked “not needed for output™.

If the current decoded picture is a reference picture, it is
marked “used for reference”, otherwise (the current decoded
picture is a non-reference picture), it is marked “unused for
reference”.

When the number of pictures in the DPB that are marked
“needed for output” is greater than sps_max_num_
reorder_pics[HighestTid] after the current decoded picture
has been stored in the DPB, the picture in the DPB with the
smallest value of PicOrderCntVal of all pictures in the DPB is
cropped, output and marked “not needed for output™.
Example Embodiment 12

In one embodiment, the existing picture output process
step is modified in order to allow earlier output of pictures, see
FIG. 15.

The modification provides a solution to the problem with
no_output_of_prior_pics_flag as described above. The solu-
tion is similar to example embodiments 1-11 but with the
change that instead of adding an additional output process,
the existing HEVC output process is modified when no_out-
put_of_prior_pics_flag is equal to 1 as shown below.

A decoder method may contain and/or a decoder may be
configured to perform the following ordered steps according
to the embodiment:

1. The slice header of the first slice header of picture P is

parsed.

2. A picture marking process is done.

3. A picture output process is done in which pictures may
be output. The picture output process is modified such
that if no_output_of_prior_pics_flag is equal to 1, the
following applies:

a. The decoder determines the number of pictures in the
DPB that are marked “needed for output” and com-
pares that number against a value that is derived from
syntax elements in the bitstream.

b. If the number of pictures in the DPB marked “needed
for output” is greater than the value that is derived
from syntax elements in the bitstream, the picture of
the pictures in the DPB marked “needed for output”
which s first in output order is output and marked “not
needed for output™.
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c. All remaining pictures in the DPB that are marked
“needed for output” are marked “not needed for out-
put”. They are not output.

4. Picture P is decoded.

The example embodiments 2-12 apply also to this example
embodiment 12.

Example Embodiment 13
The combination of example embodiment 12 and example

embodiments 2, 3, 7, 8 and 9 is a preferred embodiment.

Expressing this embodiment in the current HEVC specifica-

tion (JCTVC-K0030_v3) could result in the following HEVC

specification changes in section C.3.1 where bold text means
added text:

C.3.1 Removal of Pictures from the DPB
The removal of pictures from the DPB before decoding of

the current picture (but after parsing the slice header of the

first slice of the current picture) happens instantaneously at
the CPB removal time of the first decoding unit of access unit

n (containing the current picture) and proceeds as follows.
The decoding process for reference picture set as specified

in subclause 8.3.2 is invoked.

If the current picture is an IDR or a BLA picture, the
following applies:

1. When the IDR or BLA picture is not the first picture
decoded and the value of pic_width_in_luma_samples or
pic_height_in_luma_samples or sps_max_dec_
pic_buffering[i] for any possible value ofi derived from the
active sequence parameter set is different from the value of
pic_width_in_luma_samples or pic_height_in_lu-
ma_samples or sps_max_dec_pic_buffering[i] derived
from the sequence parameter set that was active for the
preceding picture, respectively, no_output_of prior_
pics_{flag is inferred to be equal to 1 by the HRD, regardless
of the actual value of no_output_of_prior_pics_flag.
NOTE—Decoder implementations should try to handle

picture or DPB size changes more gracefully than the HRD in

regard to changes in pic_width_in_luma_samples,
pic_height_in_luma_samples, or sps_max_dec_pic_buffer-
ing[i].

2. When no_output_of_prior_pics_flag is equal to 1 or is
inferred to be equal to 1, the following ordered steps apply:
1. When the number of pictures in the DPB that are marked

“needed for output™ is greater than sps_max_num_reor-

der_pics[HighestTid], the picture in the DPB with the

smallest value of PicOrderCntVal of all pictures in the

DPB is cropped, output and marked “not needed for

output”.

2. All picture storage buffers in the DPB are emptied with-

out output of the pictures they contain, and DPB fullness

is set to 0,

All pictures k in the DPB, for which all of the following
conditions are true, are removed from the DPB:

picture k is marked “unused for reference”,

picture k has PicOutputFlag equal to O or its DPB output

time is less than or equal to the CPB removal time of the

first decoding unit (denoted as decoding unit m) of the
current picture n; i.e. t,, ,,(k) <=t,(m)

When a picture is removed from the DPB, the DPB fullness
is decremented by one.

An advantage of embodiments as disclosed herein over the
prior art as represented by section C.5.1 on pages 216-217 in
JCTVC-K0030_v3 will be described below with reference to
FIG. 30. The prior art solution in JCTVC-K0030_v3 uses the
parameter sps_max_num_reorder_pics[TemporallD] to
determine whether to output any picture. In particular,
JCTVC-K0030_v3 states that when the number of pictures in
the DPB that are marked as needed for output is greater than
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sps_max_num_reorder_pics[ TemporallD] then the bumping
process specified in subclause C.5.2.1 is invoked repeatedly
until there is an empty picture storage buffer to store the
current decoded picture.

The numbers presented in FIG. 30 indicate the decoding
order of the pictures in the video sequence. The pictures
should be output from left to right, i.e. 10, b5, B3, b6, B2, b7,
B4, B8 and B1. The figure also indicates the layer number, i.e.
Temporalld, for the different layers and the parameter
sps_max_num_reorder_pics for each layer. If one would
bump or output pictures in connection with parsing of slice
headers using sps_max_num_reorder_pics| TemporallD] as
suggested in JCTVC-K0030_v3 then the output process will
be according to below:

Picture Not output yet sps_max_num_reorder_pics  Action

10 — 0 No action

B1 10 0 Output I0

B2 B1 1 No action

B3 B1 B2 2 No action

B4 B1 B2 B3 2 Output B3
However, outputting picture B3 when processing picture

B4 is incorrect since picture b5 should be output prior to
picture B3.

If using an embodiment as disclosed herein with bumping,
i.e. outputting, after decoding of the current picture and using
HighesTId=3 then the following result is achieved.

Picture Not output yet sps_max_num_reorder_pics Action

10 10 4 No action
B1 10 B2 4 No action
B2 10 B1 B2 4 No action
B3 10 B1 B2 B3 4 No action
B4 10 B1 B2 B3 B4 4 Output I0
B5 B1 B2B3 B4b5 4 Output b5

If one uses temporal scaling and only decodes layers 0-2

then HighesTid is 2 and the following result is achieved
according to an embodiment:

Picture Not output yet sps_max_num_reorder_pics  Action

10 10 2 No action
B1 10 B1 2 No action
B2 10 B1 B2 2 Output 10
B3 B1B2B3 2 Output B3
B4 B1 B2 B4 2 Output B2

Hence, embodiments as disclosed herein are able to output
pictures in correct order in the example as illustrated in FIG.
30, whereas the prior art solution in JCTVC-K0030_v3 does
not give the correct output order when invoking the pumping
process after parsing of slice headers.

The steps, functions, procedures, modules and/or blocks
described above in connection with FIGS. 8-15 may be
implemented in hardware using any conventional technology,
such as discrete circuit or integrated circuit technology,
including both general-purpose electronic circuitry and appli-
cation-specific circuitry.

Particular examples include one or more suitably config-
ured digital signal processors and other known electronic
circuits, e.g. discrete logic gates interconnected to perform a
specialized function, or Application Specific Integrated Cir-
cuits (ASICs).
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Alternatively, at least some of the steps, functions, proce-
dures, modules and/or blocks described above in connection
with FIGS. 8-15 may be implemented in software such as a
computer program for execution by suitable processing cir-
cuitry including one or more processors.

The processor is capable of executing software instructions
contained in a computer program stored in a computer pro-
gram product e.g. in the form of the memories. The respective
computer program product can be a memory being any com-
bination of Random Access Memory (RAM) and Read-Only
Memory (ROM). The respective memory comprises persis-
tent storage, which, for example, can be any single one or
combination of magnetic memory, optical memory, solid
state memory or even remotely mounted memory.

The flow diagram or diagrams presented above and shown
in FIGS. 8-15 may therefore be regarded as a computer flow
diagram or diagrams, when performed by one or more pro-
cessors. A corresponding apparatus may be defined as a group
of function modules, where each step performed by the pro-
cessor corresponds to a function module. In this case, the
function modules are implemented as a computer program
running on the processor.

Examples of processing circuitry includes, but is not lim-
ited to, one or more microprocessors, one or more Digital
Signal Processors (DSPs), one or more Central Processing
Units (CPUs), video acceleration hardware, and/or any suit-
able programmable logic circuitry such as one or more Field
Programmable Gate Arrays (FPGAs), or one or more Pro-
grammable Logic Controllers (PLCs).

It should also be understood that it may be possible to
re-use the general processing capabilities of any conventional
device or unit in which the proposed technology is imple-
mented. It may also be possible to re-use existing software,
e.g. by reprogramming of the existing software or by adding
new software components.

According to an aspect, a decoder configured to perform a
method according to any of the embodiments disclosed above
is provided. The decoder is configured to determine, after a
current picture of a bitstream representing pictures of a video
sequence has been decoded and stored in a DPB, a number of
pictures in the DPB that are marked as needed for output. The
decoder is also configured to compare the number against a
value sps_max_num_reorder_pics[HighestTid]. The decoder
is further configured to output a picture, which is a first picture
in output order, of the pictures in the DPB that are marked as
needed for output if the number is greater than the value. The
decoder is additionally configured to mark the (output) pic-
ture as not needed for output if the number is greater than the
value.

The decoder 100 comprises, in an embodiment, a processor
110 configured to perform the method steps previously dis-
closed herein, see FIG. 8 and optionally FIGS. 9, 10 and
12-14. The decoder 100 may also comprise a memory 120
connected to the processor 110, see FIG. 16.

FIG. 16 is a schematic block diagram of a decoder 100
according to an embodiment. The decoder 100 is configured
to receive a bitstream 10 representing pictures of a video
sequence and decode the bitstream 10. The decoder 100 com-
prises a processor 110 and a memory 120 comprising a DPB
125. The processor 110 is configured to determine, after the
current picture has been decoded and stored in the DPB 125,
the number of pictures in the DPB 125 that are marked as
needed for output. The processor 110 is also configured to
compare the number against the value sps_max_num_reor-
der_pics[HighestTid] 14. The processor 110 is further con-
figured to output the picture, which is a first picture in output
order, of the pictures in the DPB 125 that are marked as
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needed for output if the number is greater than the value. The
processor 110 is additionally configured to mark the picture
as not needed for output if the number is greater than the
value.

In FIG. 16, the decoder 100 has been illustrated as com-
prising a processor 110. This processor 110 could be imple-
mented as a single processor or multiple processors, such as
in the form of a processing circuitry.

FIG. 16 thereby illustrates a computer implementation of
the decoder 100. In this particular example, at least some of
the steps, functions, procedures, modules and/or blocks
described above are implemented in a computer program,
which is loaded into the memory 120 for execution by the
processor 110. The processor 110 and memory 120 are inter-
connected to each other to enable normal software execution.
An optional input/output device (not shown) may also be
interconnected to the processor 110 and/or the memory 120 to
enable input of a bitstream 10 of coded pictures and output of
decoded pictures.

The term ‘computer’ should be interpreted in a general
sense as any system, device or apparatus capable of executing
program code or computer program instructions to perform a
particular processing, determining or computing task.

In an embodiment, the processor 110 is preferably config-
ured to parse a slice header 12 of the current picture to be
decoded of the video sequence. The processor 110 is also
configured to determine a RPS for the current picture based
on the parsed slice header 12. The processor 110 is further
configured to mark all pictures in the DPB 125 that are not
present in the RPS as unused for reference. The processor 110
is additionally configured to output zero, one or many pic-
tures, marked as needed for output, of the pictures in the DPB
125 and mark the zero, one or many pictures as not needed for
output. The processor 110 is preferably also configured to
empty or remove, from the DPB 125, any picture marked as
unused for reference and not needed for output of the pictures
in the DPB 125. The processor 110 is further configured to
decode the current picture, preferably using video payload
data 16 provided in coded form. In this embodiment, the
processor 110 is configured to determine the number of pic-
tures, compare the number, output the picture and mark the
picture after decoding the current picture.

In an embodiment, the processor 110 is optionally config-
ured to parse a slice header 12 of a random access picture of
the video sequence to obtain a value of no_output_prior_pic-
s_flag flag. In such a case, the processor 110 is optionally
configured to determine the number, compare the number,
output the picture and mark the picture if (and only if) the
value of no_output_prior_pics_flag flag is one.

Another aspect of the embodiments relates to a decoder
configured to parse a slice header of a current picture to be
decoded of'a video sequence. The decoder is also configured
to determine a RPS for the current picture based on the parsed
slice header. The decoder is further configured to mark all
pictures in the DPB that are not present in the RPS as unused
for reference. The decoder is additionally configured to out-
put zero, one or many pictures, marked as needed for output,
of the pictures in the DPB and mark the zero, one or many
pictures as not needed for output. The decoder is preferably
also configured to empty or remove, from the DPB, any
picture marked as unused for reference and not needed for
output of the pictures in the DPB. The decoder is further
configured to decode the current picture. In this embodiment,
the decoder is configured to determine a number of pictures in
the DPB that are, marked as needed for output. The decoder is
also configured to compare the number against a value
derived from at least one syntax element present in the bit-
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stream. The decoder is further configured to output a picture,
which is a first picture in output order, of the pictures in the
DPB that are marked as needed for output if the number is
greater than the value. The decoder is additionally configured
to mark the picture as not needed for output if the number is
greater than the value. This means that in this embodiment,
the decoder is configure determine the number of pictures,
compare the number, output the picture and mark the picture
after decoding the current picture.

The encoder 100 comprises, in an embodiment, a processor
110 configured to perform the method steps previously dis-
closed herein, see FIG. 11 and optionally FIGS. 12,13 and 15.
The encoder 100 may also comprise a memory 120 connected
to the processor 110, see FIG. 16.

In this embodiment, the decoder 100 therefore comprises a
processor 110 and a memory 120 comprising a DPB 125. The
processor 110 is configured to parse the slice header 12 of the
current picture to be decoded of the video sequence. The
processor 110 is also configured to determine the RPS for the
current picture based on the parsed slice header 12. The
processor 110 is further configured to mark all pictures in the
DPB 125 that are not present in the RPS as unused for refer-
ence. The processor 110 is additionally configured to output
7ero, one or many pictures, marked as needed for output, of
the pictures in the DPB 125 and mark the zero, one or many
pictures as not needed for output. The processor 110 is pref-
erably also configured to empty or remove, from the DPB
125, any picture marked as unused for reference and not
needed for output of the pictures in the DPB 125. The pro-
cessor 110 is further configured to decode the current picture.
In this embodiment, the processor 110 is configured to deter-
mine the number of pictures in the DPB 125 that are marked
as needed for output. The processor 110 is also configured to
compare the number against the value derived from at least
one syntax element 14 present in the bitstream 10. The pro-
cessor 110 is further configured to output the picture, which is
a first picture in output order, of the pictures in the DPB 125
that are marked as needed for output if the number is greater
than the value. The processor 110 is additionally configured
to mark the picture as not needed for output if the number is
greater than the value. This means that in this embodiment,
the processor 110 is configure determine the number of pic-
tures, compare the number, output the picture and mark the
picture after decoding the current picture.

In an embodiment, the processor 110 is preferably config-
ured to store the decoded current picture in the DPB 125 and
mark the decoded current picture as needed for output or as
not needed for output as previously disclosed herein.

The processor 110 is, in an implementation embodiment,
preferably configured to compare the number against a value
sps_max_num_reorder_pics[HighestTid]. In this implemen-
tation embodiment, the processor 110 is configured to output
a picture in the DPB 125 with a smallest value of PicOrder-
CntVal of all pictures in DPB 125 that are marked as needed
for output if the number is greater than the value sps_
max_num_reorder_pics[HighestTid)].

In another implementation embodiment, the current pic-
ture is a random access picture of the video sequence. In such
a case, the processor 110 is optionally configured to parse the
slice header 12 of the random access picture to obtain a value
of a no_output_prior_pics_flag flag. The processor 110 is
then optionally configured to determine the number, compare
the number, output the picture and mark the picture if the
value of the no_output_prior_pics_{flag flag is one.

If'the video sequence is a multi-layer video sequence com-
prising multiple layers of pictures, where each layer of the
multiple layers has an associated syntax element defining a
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respective value, then the processor 110 is preferably config-
ured to select a value derived from a syntax element, prefer-
ably sps_max_num_reorder_pics, associated with a highest
layer that is decoded by the decoder 100 of the multiple
layers.

In an embodiment, the processor 110 is preferably config-
ured to output a picture with smallest picture order count
value ofthe pictures in DPB 125 that are marked as needed for
output if the number is greater than the value.

In an embodiment, the processor 110 is preferably config-
ured to output the picture before parsing a slice header of a
next picture to be decoded of the video sequence.

FIG. 17 is a schematic block diagram of another imple-
mentation example of the decoder 200. This example is in
particular suitable for a hardware implementation of the
decoder 200. The decoder 200 comprises an input unit 210
configured to receive the bitstream representing pictures of
the video sequence and store the bitstream in a connected
memory 220 comprising the DPB 225. The decoder also
comprises a number determining unit 230 connected to the
memory 220. This number determining unit 230 is configured
to determine, after the current picture has been decoded and
stored in the DPB 225, the number of pictures in the DPB 225
that are marked as needed for output. A comparator 240 is
connected to the number determining unit 230 and configured
to compare the number against the value sps_max_num_re-
order_pics[HighesTid]. The decoder 200 also comprises an
output unit 250 connected to the comparator 240 and prefer-
ably to the memory 220. The output unit 250 is configured to
output the picture, which is a first picture in output order, of
the pictures in the DPB 225 that are marked as needed for
output if the number is greater than the value. A marking unit
260 is connected to the memory 220 and configured to mark
the picture as not needed for output if the number is greater
than the value.

The comparator 240 is preferably connected to the number
determining unit 230 in order to receive the number of pic-
tures determined by the number determining unit 230. Cor-
respondingly, the output unit 250 is preferably connected to
the comparator 240 in order to receive information of whether
the determined number is greater than the value sps_
max_num_reorder_pics[HighesTid] from the comparator
240. The marking unit 260 is preferably connected to the
output unit 250 in order to receive information of which
picture that was output by the output unit 250.

FIG. 18 is a schematic block diagram of yet another imple-
mentation example of the decoder 300. This example is in
particular suitable for a hardware implementation of the
decoder 300. The decoder 300 comprises an input unit 310
configured to receive the bitstream representing pictures of
the video sequence and store the bitstream in a connected
memory 320 comprising the DPB 325. A parsing unit 370
connected to the memory 320 is configured to parse the slice
header of the current picture to be decoded of the video
sequence. The decoder 300 comprises a reference picture set
determining unit 380 connected to the parsing unit 370 and
preferably to the memory 320. The reference picture set deter-
mining unit 380 is configured determine the RPS for the
current picture based on the parsed slice header. A marking
unit 360 is connected to the memory 320 and configured to
mark all pictures in the DPB 325 that are not present in the
RPS as unused for reference. The decoder 300 also comprises
an output unit 350 connected to the memory 320 and prefer-
ably to a comparator 340. The output unit 350 is configured to
output zero, one or many pictures, marked as needed for
output, of the pictures in the DPB 325, wherein the marking
unit 360 is configured to mark the zero, one or many pictures
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as not needed for output. A picture emptying unit 390 is
connected to the memory 320 and configured to empty or
remove, from the DPB 325, any picture marked as unused for
reference and not needed for output of the pictures in the DPB
325. A decoding unit 305 is connected to the memory 320 and
configured to decode the current picture.

The decoder 300 of FIG. 18 also comprises a number
determining unit 330 connected to the memory 320 and pref-
erably also to the parsing unit 370 and the comparator 340.
The number determining unit 330 is configured to determine
the number of pictures in the DPB 325 that are marked as
needed for output. The previously mentioned comparator 340
is configured to compare the number against the value derived
from at least one syntax element present in the bitstream. In
this embodiment the output unit 350 is also configured to
output the picture, which is a first picture in output order, of
the pictures in the DPB 325 that are marked as needed for
output if the number is greater than the value. The marking
unit 360 is also configured to mark the picture as not needed
for output if the number is greater than the value.

In a preferred embodiment, the number determining unit
330 is configured to determine the number of pictures, the
comparator 340 is configured to compare the number, the
output unit 350 is configured to output the picture and the
marking unit 360 is configured to mark the picture after the
decoding unit 305 has decoded the current picture.

The reference picture set determining unit 380 is prefer-
ably connected to the parsing unit 370 in order to receive
information present in the parsed slice header and used in
order to determine the RPS. The reference picture set deter-
mining unit 380 is preferably also connected to the marking
unit 360 in order to provide the RPS or information of the
pictures listed in the RPS to the marking unit 360. The com-
parator 340 is preferably connected to the number determin-
ing unit 330 in order to receive the number of pictures deter-
mined by the number determining unit 330. Correspondingly,
the output unit 350 is preferably connected to the comparator
340 in order to receive information of whether the determined
number is greater than the value from the comparator 340.
The marking unit 360 is preferably connected to the output
unit 350 in order to receive information of which picture that
was output by the output unit 350.

As indicated in the foregoing, the decoder may alterna-
tively be defined as a group of function modules, where the
function modules are implemented as a computer program
running on a processor.

FIG. 16 is a schematic block diagram illustrating an
example of a decoder 100 comprising a processor 110 and an
associated memory 120.

The computer program residing in memory 120 may thus
be organized as appropriate function modules configured to
perform, when executed by the processor 110, at least part of
the steps and/or tasks described above. An example of such
function modules is illustrated in FIG. 19. FIG. 19 is thereby
a schematic block diagram illustrating an example of a
decoder 400 comprising a group of function modules 410-
440. These modules comprise a number determining module
410 for determining, after a current picture of a bitstream
representing pictures of a video sequence has been decoded
and stored in a DPB, a number of pictures in the DPB that are
marked as needed for output. The decoder 400 also comprises
a comparing module 420 for comparing the number, prefer-
ably as received from the number determining module 410,
against a value sps_max_num_reorder_pics[HighesTid]. An
outputting module 430 of the decoder 400 is for outputting a
picture, which is a first picture in output order, of the pictures
in the DPB that are marked as needed for output if the number
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is greater than the value, optionally but preferably as deter-
mined by the comparing module 420. The decoder 400 fur-
ther comprises a marking module 440 for marking the picture
as not needed for output if the number is greater than the
value, optionally but preferably as determined by the com-
paring module 420.

FIG. 20 is a schematic block diagram illustrating another
example of a decoder 500 with a group of function modules
510-580. The decoder 500 comprises a parsing module 510
for parsing a slice header of a current picture to be decoded of
a bitstream representing pictures of a video sequence. A ref-
erence picture set determining module 520 of the decoder 500
is for determining a RPS for the current picture based on the
slice header, preferably as parsed by the parsing module 510.
The decoder 500 also comprises a marking module 530 for
marking all pictures in a DPB that are not present in the RPS,
optionally but preferably as determined by the reference pic-
ture set determining module 520, as unused for reference and
an outputting module 540 for outputting zero, one or many
pictures, marked as needed for output, of the pictures in the
DPB. In an embodiment, the marking module 530 is further
for marking the zero, one or many pictures as not needed for
output. The decoder 500 further comprises an emptying mod-
ule 550 for emptying or removing, from the DPB, any picture
marked as unused for reference and not needed for output of
the pictures in the DPB and a decoding module 560 for
decoding the current picture. The decoder 500 additionally
comprises a number determining module 560 for determining
anumber of pictures in the DPB that are marked as needed for
output and a comparing module 570 for comparing the num-
ber, optionally but preferably as determined by the number
determining module 560, against a value derived from at least
one syntax element present in the bitstream.

In an embodiment, the outputting module 540 is further for
outputting a picture, which is a first picture in output order, of
the pictures in the DPB that are marked as needed for output
if the number is greater than the value, optionally but prefer-
ably as determined by the comparing module 570. The mark-
ing module 530 is further for marking the picture as not
needed for output if the number is greater than the value,
optionally but preferably as determined by the comparing
module 570.

In an embodiment, the number determining module 570
determining the number of pictures, the comparing module
580 comparing the number, the outputting module 540 out-
putting the picture and the marking module 530 marking said
picture after the decoding module 560 decoding the current
picture.

The embodiments of the decoder 400, 500 as shown in
FIGS. 19 and 20 may optionally also be operable to perform
that various implementation embodiments as previously dis-
closed herein, such as with reference to FIGS. 9, 10, 12-15.

In an embodiment, the computer program comprises pro-
gram code which when executed by a processor 110, see FIG.
16, or computer causes the processor 110 or computer to
perform the steps, functions, procedures and/or blocks
described above and shown in FIGS. 8-15.

The software or computer program may be realized as a
computer program product, which is normally carried or
stored on a computer-readable medium. The computer-read-
able medium may include one or more removable or non-
removable memory devices including, but not limited to a
ROM, aRAM, a Compact Disc (CD), a Digital Versatile Disc
(DVD), a Universal Serial Bus (USB) memory, a Hard Disk
Drive (HDD) storage device, a flash memory, or any other
conventional memory device. The computer program may
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thus be loaded into the operating memory of a computer or
equivalent processing device for execution by the processing
circuitry thereof.

The decoder 100, 200, 300, 400, 500 as shown in FIGS.
16-20 is preferably a HEVC-compliant decoder. It should,
however, be noted that the embodiments are not limited to
HEVC.

According to an aspect, a method performed by an encoder
is provided. In the method, the encoder determines the num-
ber of pictures in the DPB that are marked as needed for
output and compares that number against a value that is
represented by syntax elements in the bitstream. If the num-
ber of pictures in the DPB marked as needed for output is
greater than the value that is derived from syntax elements in
the bitstream, a modified output marking process is per-
formed or the picture of the pictures in the DPB marked as
needed for output which is the first picture in output order is
marked as not needed for output.

FIG. 21 is a flow chart of a method performed by an
encoder according to an embodiment. The method comprises
determining, in step S60 and after a current picture has been
decoded and stored in a DPB, a number of pictures in the DPB
that are marked as needed for output. A next step S61 com-
prises comparing the number against a value sps_max_num-
_reorder_pics[HighestTid], wherein HighestTid specifies a
highest layer that is decoded by the encoder of a video
sequence. If the number is greater than the value the method
continues to step S62, which comprises marking a picture,
which is a first picture in output order, of the pictures in DPB
that are marked as needed for output as not needed for output.

The method as performed in the encoder in FIG. 21 is
basically similar to the corresponding method performed in a
matching decoder, see FIG. 8. A difference is, though, that the
encoder generally does not output any pictures, which is
performed in the decoder. Hence, the embodiment of the
method shown in FIG. 21 preferably lacks the outputting step
S3 of the corresponding method performed by a decoder in
FIG. 8.

In an embodiment, when the current picture has been
decoded, two markings preferably occur, one for output and
one for reference. Hence, in an embodiment these markings
are preferably done prior to step S60 since it affects the
number of pictures that are marked as needed for output. If the
current picture has a PicOutputFlag=1, the current picture is
preferably counted as well.

In an embodiment, if the number is not greater than the
value as determined in the comparison of step S61 the method
preferably ends and no picture is marked. Thus, in such a case,
step S62 is omitted and not performed, see right hatched line.

In an embodiment, steps S61-S62 of FIG. 21 could be
performed only once after a current picture has been decoded
and stored in the DPB. Alternatively, the loop formed by steps
S61-S62, see left hatched line, could be performed until the
number of pictures in the DPB that are marked as needed for
output is no longer larger than the value sps_max_num_reor-
der_pics[HighestTid]. Each time the loop of steps S61-S62 is
performed the number of pictures in the DPB that are marked
as needed for output is reduced by one through the marking in
step S62.

FIG. 22 is a flow chart of a method performed by an
encoder according to another embodiment. The method com-
prises marking, in step S70, all pictures in a DPB that are not
present in a RPS for a current picture of a video sequence set
asunused for reference. The method also comprises marking,
in step S71, zero, one or many pictures, marked as needed for
output, of the pictures in DPB as not needed for output. Any
picture marked as unused for reference and not needed for
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output of the pictures in the DPB is emptied or removed in
step S72 from the DPB. A following step S73 comprises
decoding the current picture. The method further comprises
determining, in step S74, anumber of pictures in the DPB that
are marked as needed for output and comparing, in step S75,
the number against a value derived from at least one defined
syntax element. If this number is greater than the value the
method continues to step S76, which comprises marking a
picture, which is a first picture in output order, of the pictures
in the DPB that are marked as needed for output as not needed
for output. In a preferred embodiment, determining the num-
ber of pictures in step S74, comparing the number in step S75
and marking the picture in step S76 are performed after
decoding the current picture in step S73.

The method as performed in the encoder in FIG. 22 is
basically similar to the corresponding method performed in a
matching decoder, see FIG. 11. A difference is, though, that
the encoder generally does not output any pictures, which is
performed in the decoder. Hence, the embodiment of the
method shown in FIG. 22 preferably lacks the outputting
steps S33 and S38 of the corresponding method performed by
a decoder in FIG. 11. Furthermore, in the method of FIG. 22
the encoder does not receive any bitstream and thereby does
not need to parse a slice header in order to obtain information
to determine the RPS for the current picture. In clear contrast,
the encoder itself generates and determines the RPS for the
current picture. Hence, steps S30 and S31 of the correspond-
ing method performed by a decoder in FIG. 11 are typically
not performed by the encoder.

In an embodiment, if the number is not greater than the
value as determined in the comparison of step S75 the method
preferably ends and no picture is marked. Thus, in such a case,
step S76 is omitted and not performed, see right hatched line.

In an embodiment, steps S75-S76 could be performed only
once after a current picture has been decoded and stored in the
DPB. Alternatively, the loop formed by steps S75-S76, see
left hatched line, could be performed until the number of
pictures in the DPB that are marked as needed for output is no
longer larger than the value. Each time the loop of steps
S75-S76 is performed the number of pictures in the DPB that
are marked as needed for output is reduced by one through the
marking in step S76.

The embodiments as discussed in the foregoing in connec-
tion with the methods performed by a decoder can also be
performed by the encoder.

For instance, an encoder method may contain and/or an
encoder may be configured to perform the following ordered
steps according to an embodiment:

1 picture P is encoded.

2 Afterthe picture P is encoded, the encoder determines the
number of pictures in the DPB that are marked “needed
for output” and compares that number against a value
that can be derived from syntax elements in the bit-
stream. It should be noted that this refers to the DPB in
the encoder. The DPB status in the encoder and decoder
is the same. The comparison in the decoder will be
exactly the same. The HEVC specification specifies
what the decoder will do but the encoder will have to
keep track of that, i.e. the encoder does what the decoder
will do.

3 If the number of pictures in the DPB marked “needed for
output” is greater than the value that can be derived from
syntax elements in the bitstream, the picture of the pic-
tures in the DPB marked “needed for output” which is



US 9,407,932 B2

31

first in output order is marked “not needed for output™.
The picture may optionally be output from the encoder.

4 A next picture Q is encoded

The steps, functions, procedures, modules and/or blocks
described above in connection with FIGS. 21 and 22 may be
implemented in hardware using any conventional technology,
such as discrete circuit or integrated circuit technology,
including both general-purpose electronic circuitry and appli-
cation-specific circuitry.

Particular examples include one or more suitably config-
ured digital signal processors and other known electronic
circuits, e.g. discrete logic gates interconnected to perform a
specialized function, or ASICs.

Alternatively, at least some of the steps, functions, proce-
dures, modules and/or blocks described above in connection
with FIGS. 21 and 22 may be implemented in software such
as a computer program for execution by suitable processing
circuitry including one or more processors.

The processor is capable of executing software instructions
contained in a computer program stored in a computer pro-
gram product e.g. in the form of the memories. The respective
computer program product can be a memory being any com-
bination of RAM and ROM. The respective memory com-
prises persistent storage, which, for example, can be any
single one or combination of magnetic memory, optical
memory, solid state memory or even remotely mounted
memory.

The flow diagram or diagrams presented above and shown
in FIGS. 21 and 22 may therefore be regarded as a computer
flow diagram or diagrams, when performed by one or more
processors. A corresponding apparatus may be defined as a
group of function modules, where each step performed by the
processor corresponds to a function module. In this case, the
function modules are implemented as a computer program
running on the processor.

Examples of processing circuitry includes, but is not lim-
ited to, one or more microprocessors, one or more DSPs, one
or more CPUs, video acceleration hardware, and/or any suit-
able programmable logic circuitry such as one or more
FPGAs, or one or more PLCs.

It should also be understood that it may be possible to
re-use the general processing capabilities of any conventional
device or unit in which the proposed technology is imple-
mented. It may also be possible to re-use existing software,
e.g. by reprogramming of the existing software or by adding
new software components.

According to an aspect, an encoder configured to perform
the method is provided. The encoder is configured to deter-
mine, after a current picture has been decoded and stored in a
DPB, a number of pictures in the DPB that are marked as
needed for output. The encoder is also configured to compare
the number against a value sps_max_num_reorder_pics
[HighestTid]. The encoder is further configured to mark a
picture, which is a first picture in output order, of the pictures
in the DPB that are marked as needed for output as not needed
for output if the number is greater than the value.

The encoder 600 comprises, in an embodiment, a processor
610 configured to perform the method steps previously dis-
closed herein, see FIG. 21. The decoder 600 may also com-
prise a memory 620 connected to the processor 610, see F1G.
23,

FIG. 23 is schematic block diagram of an encoder 600
according to an embodiment. The encoder 600 is configured
to encode pictures of a video sequence into a bitstream 10.
The encoder 600 comprises a processor 610 and a memory
620. The memory 620 comprises a DPB 625. In an embodi-
ment, the processor 610 is configured to determine, after the
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current picture has been decoded and stored in the DPB 625,
the number of pictures in the DPB 625 that are marked as
needed for output. The processor 610 is also configured to
compare the number against the value sps_max_num_reor-
der_pics[HighestTid]. The processor 610 is further config-
ured to mark the picture, which is a first picture in output
order, of the pictures in the DPB 625 that are marked as
needed for output as not needed for output if the number is
greater than the value.

In FIG. 23, the encoder 600 has been illustrated as com-
prising a processor 610. This processor 610 could be imple-
mented as a single processor or multiple processors, such as
in the form of a processing circuitry.

FIG. 23 thereby illustrates a computer implementation of
the encoder 600. In this particular example, at least some of
the steps, functions, procedures, modules and/or blocks
described above are implemented in a computer program,
which is loaded into the memory 620 for execution by the
processor 610. The processor 610 and memory 620 are inter-
connected to each other to enable normal software execution.
An optional input/output device (not shown) may also be
interconnected to the processor 610 and/or the memory 620 to
enable input of pictures to be encoded and output of the
bitstream 10

Another aspect of the embodiments relates to an encoder
configured to mark all pictures in a DPB that are not present
in a RPS for a current picture of a video sequence as unused
for reference. The encoder is also configured to mark zero,
one or many pictures, marked as needed for output, of the
pictures in the DPB as not needed for output and empty or
remove, from the DPB, any picture marked as unused for
reference and not needed for output of the pictures in the
DPB. The encoder is further configured to decode the current
picture and determine a number of pictures in the DPB that
are marked as needed for output. The encoder is additionally
configured to compare the number against a value derived
from at least one defined syntax element and mark a picture,
which is a first picture in output order, of the pictures in the
DPB that are marked as needed for output as not needed for
output if the number is greater than the value. In an embodi-
ment, the encoder is configured to determine the number of
pictures, compare the number and mark the picture after
decoding the current picture.

The encoder 600 comprises, in an embodiment, a processor
610 configured to perform the method steps previously dis-
closed herein, see FIG. 22. The decoder 600 may also com-
prise a memory 620 connected to the processor 610, see FI1G.
23.

FIG. 23 is schematic block diagram of an encoder 600
according to an embodiment. The encoder 600 is configured
to encode pictures of a video sequence into a bitstream 10.
The encoder 600 comprises a processor 610 and a memory
620. The memory 620 comprises a DPB 625. In an embodi-
ment, the processor 610 is configured to mark all pictures in
the DPB 625 that are not present in the RPS for the current
picture of the video sequence as unused for reference. The
processor 610 is also configured to mark zero, one or many
pictures, marked as needed for output, of the pictures in the
DPB 625 as not needed for output. The processor 610 is
further configured to empty or remove, from the DPB 625,
any picture marked as unused for reference and not needed for
output of the pictures inthe DPB 625. In this embodiment, the
processor 610 is also configured to decode the current picture
and determine a number of pictures in the DPB 625 that are
marked as needed for output. The processor 610 is further
configured to compare the number against a value derived
from at least one defined syntax element. The processor 610
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is additionally configured to mark a picture, which is a first
picture in output order, of the pictures in the DPB 625 that are
marked as needed for output as not needed for output if the
number is greater than the value. In this embodiment, the
processor 610 is configured to determine the number of pic-
tures, compare the number and mark the picture after decod-
ing the current picture.

FIG. 24 is a schematic block diagram of another imple-
mentation example of the encoder 700. This example is in
particular suitable for a hardware implementation of the
encoder 700. The encoder 700 comprises a number determin-
ing unit 730 connected to a memory 720 comprising the DPB
725. The number determining unit 730 is configured to deter-
mine, after the current picture of the video sequence has been
decoded and stored in the DPB 725, the number of pictures in
the DPB 725 that are marked as needed for output. The
encoder 700 also comprises a comparator 740 connected to
the number determining unit 730 and preferably to the
memory 720. The comparator 740 is configured to compare
the number against the value sps_max_num_reorder_pics
[HighestTid]. A marking unit 760 of the encoder is connected
to the memory 720 and configured to mark the picture, which
is a first picture in output order, of the pictures in the DPB 725
that are marked as needed for output as not needed for output
if the number is greater than the value.

The comparator 740 is preferably connected to the number
determining unit 730 in order to receive the number of pic-
tures determined by the number determining unit 730.

FIG. 25 is a schematic block diagram of yet another imple-
mentation example of the encoder 800 in particular suitable
for a hardware implementation. The encoder 800 comprises a
marking unit 860 connected to a memory 820 comprising the
DPB 825. The marking unit 860 is configured to i) mark all
pictures in the DPB 825 that are not present in the RPS for the
current picture of the video sequence as unused for reference
and ii) mark zero, one or many pictures, marked as needed for
output, of the pictures in the DPB 825 as not needed for
output. A picture emptying unit 890 is connected to the
memory 820 and is configured to empty or remove, from the
DPB 825, any picture marked as unused for reference and not
needed for output ofthe pictures in the DPB 825. The encoder
800 also comprises a decoding unit 805 connected to the
memory 820 and configured to decode the current picture. A
number determining unit 830 of the encoder 800 is connected
to the memory 830 and is configured to determine the number
of pictures in the DPB 825 that are marked as needed for
output. The encoder 800 further comprises a comparator 840
connected to the number determining unit 830 and preferably
to the memory 820. The comparator 840 is configured to
compare the number against the value derived from at least
one defined syntax element. In this embodiment, the marking
unit 860 is also configured to mark the picture, which is a first
picture in output order, of the pictures in DPB 825 that are
marked as needed for output as not needed for output if the
number is greater than the value. In a preferred embodiment,
the number determining unit 830 is configured to determine
the number of pictures, the comparator 840 is configured to
compare the number and the marking unit 840 is configured to
mark the picture after the decoding unit 805 has decoded the
current picture.

The comparator 840 is preferably connected to the number
determining unit 830 in order to receive the number of pic-
tures determined by the number determining unit 830.

As indicated in the foregoing, the encoder may alterna-
tively be defined as a group of function modules, where the
function modules are implemented as a computer program
running on a processor.
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FIG. 23 is a schematic block diagram illustrating an
example of an encoder 600 comprising a processor 610 and an
associated memory 620.

The computer program residing in memory 620 may thus
be organized as appropriate function modules configured to
perform, when executed by the processor 610, at least part of
the steps and/or tasks described above. An example of such
function modules is illustrated in FIG. 26. FIG. 26 is thereby
a schematic block diagram illustrating an example of an
encoder 900 comprising a group of function modules 910-
930. These modules comprise a number determining module
910 for determining, after a current picture of a bitstream
representing pictures of a video sequence has been decoded
and stored in a DPB, a number of pictures in the DPB that are
marked as needed for output. The encoder 900 also comprises
a comparing module 920 for comparing the number, option-
ally but preferably as determined by the number determining
module 910, against a value sps_max_num_reorder_pics
[HighesTid]. The encoder 900 further comprises a marking
module 930 for marking a picture, which is a first picture in
output order, of the pictures in the DPB that are marked as
needed for output as not needed for output if the number is
greater than the value, optionally but preferably as deter-
mined by the comparing module 920.

FIG. 27 is a schematic block diagram illustrating another
example of an encoder 1000 with a group of function modules
1000-1050. The encoder 1000 comprises a marking module
1010 for marking all pictures in a DPB that are not present in
a RPS set for a current picture of a video sequence as unused
for reference and marking zero, one or many pictures, marked
as needed for output, of the pictures in the DPB as not needed
for output. The encoder 1000 further comprises an emptying
module 1020 for emptying or removing, from the DPB, any
picture marked as unused for reference and not needed for
output of the pictures in the DPB and a decoding module 1030
for decoding the current picture. The encoder 1000 addition-
ally comprises a number determining module 1040 for deter-
mining a number of pictures in the DPB that are marked as
needed for output and a comparing module 1050 for compar-
ing the number, optionally but preferably as determined by
the number determining module 1040, against a value derived
from at least one syntax element present in the bitstream.

In an embodiment, the marking module 1010 is further for
marking the picture, which is a first picture in output order, of
the pictures in the DPB that are marked as needed for output
as not needed for output if the number is greater than the
value, optionally but preferably as determined by the com-
paring module 1050.

In an embodiment, the number determining module 1040
determining the number of pictures, the comparing module
1050 comparing the number and the marking module 1010
marking said picture after the decoding module 1030 decod-
ing the current picture.

In an embodiment, the computer program comprises pro-
gram code which when executed by a processor 610, see FIG.
23, or computer causes the processor 610 or computer to
perform the steps, functions, procedures and/or blocks
described above and shown in FIG. 21 or 22.

The software or computer program may be realized as a
computer program product, which is normally carried or
stored on a computer-readable medium. The computer-read-
able medium may include one or more removable or non-
removable memory devices including, but not limited to a
ROM, aRAM, a CD, a DVD, a USB memory, a HDD storage
device, a flash memory, or any other conventional memory
device. The computer program may thus be loaded into the
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operating memory of a computer or equivalent processing
device for execution by the processing circuitry thereof.

The encoder 600, 700, 800, 900, 1000 as shown in FIGS.
23-27 is preferably a HEVC-compliant encoder. It should,
however, be noted that the embodiments are not limited to
HEVC.

The decoder 100, 200, 300,400, 500 in any of FIGS. 16-20
and the encoder 600, 700, 800, 900, 1000 in any of FIGS.
23-27 may be implemented, e.g. in a mobile terminal. For
instance, the decoder 100, 200, 300, 400, 500 may, for
example, be located in a receiver in a video camera or any
other device for displaying a video stream. The encoder 600,
700, 800, 900, 1000 may, for example, be located in a trans-
mitter in a video camera in e.g. a mobile device.

FIG. 28 is a schematic block diagram of a mobile terminal
1100 according to an embodiment. The mobile terminal 1100
comprises a decoder 100, 200, 300, 400, 500 according to the
embodiments and/or an encoder 600, 700, 800, 900, 1000
according to the embodiments, such as a decoder as shown in
any of FIGS. 16-20 and/or an encoder as shown in any of
FIGS. 23-27.

The mobile terminal 1100 preferably also comprises an
input and output (I/O) unit 1110 for enabling communication,
typically wireless communication but alternatively, or in
addition, wired communication, with external units. The I/O
unit 1110 could be implemented as a transmitter and a
receiver, or a transceiver, for wireless communication. Alter-
natively, the I/O unit 1110 could be a general 1/O unit or port
1110 capable of conducting wired communication. If the
mobile terminal 1100 is implemented with an encoder 600,
700, 800, 900, 1000, the I/O unit 1110 is preferably config-
ured to transmit or output a bitstream representing a coded
video sequence as generated by the encoder 600, 700, 800,
900, 1000. Correspondingly, if the mobile terminal 1100
comprises a decoder 100, 200, 300, 400, 500, the I/O unit
1110 is preferably configured to receive or input a bitstream
representing a coded video sequence.

The mobile terminal 1100 comprises a memory 1120 con-
figured to store coded pictures of a coded video sequence.
These coded pictures can have been generated by the mobile
terminal 1100 itself. In such a case, the mobile terminal 1100
preferably comprises a media engine or recorder (not shown)
together with a connected encoder 600, 700, 800, 900, 1000.
Alternatively, the coded video sequence is generated by some
other device and transmitted to the mobile terminal 1100.

The coded pictures are brought from the memory 1120 to a
decoder 100, 200, 300, 400, 500. The decoder 100, 200, 300,
400, 500 then decodes the coded pictures into decoded pic-
tures. The decoded pictures are provided to a media player
1130 that is configured to render the decoded pictures of the
video sequence into video data that is displayable on a display
or screen 1140 of or connected to the mobile terminal 1100.

In FIG. 28, the mobile terminal 1100 has been illustrated as
comprising both the decoder 100, 200, 300, 400, 500 and the
media player 1130, with the decoder 100, 200, 300, 400, 500
implemented as a part of the media player 1130. This should,
however, merely be seen as an illustrative but non-limiting
example of an implementation embodiment for the mobile
terminal 1100. Also distributed implementations are possible
where the decoder 100, 200, 300, 400, 500 and the media
player 1130 are provided in two physically separated devices
are possible and within the scope of mobile terminal 1100 as
used herein. The display 1140 could also be provided as a
separate device connected to the mobile terminal 1100, where
the actual data processing is taking place.

The mobile terminal 1100 can be any device having media
decoding functions that operates on a coded video sequence
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of'coded pictures to thereby decode the pictures and make the
video data available. Non-limiting examples of such mobile
terminals 1100 include mobile telephones and other portable
media players, computers, decoders, game consoles, etc.

The encoder 600, 700, 800, 900, 1000 of the embodiments,
such as shown in any of FIGS. 23-27, and/or the decoder 100,
200, 300, 400, 500 of the embodiments, such as shown in any
of FIGS. 16-20, may be implemented in a network node 2 as
shown in FIG. 29.

As illustrated in FIG. 29, the encoder 600, 700, 800, 900,
1000 and/or decoder 100, 200, 300, 400, 500 may be imple-
mented in a network node 2 in a communication network 1
between a sending unit 3 and a receiving unit 4. Such a
network node 2 may be a device for converting video
between, for instance, different video resolutions, frame
rates, qualities, bit rates, and coding standards. The network
node 2 can be in the form of a radio base station, a Node-B or
any other network node in a communication network 1, such
as a radio-based network.

The encoder and/or decoder of the embodiments may also
be provided in any element that operates on a bitstream, such
as a Media Aware Network Element.

The embodiments are not limited to HEVC but may be
applied to any extension of HEVC, such as a scalable exten-
sion or multiview extension, or to a difference video codec.

The embodiments described above are to be understood as
a few illustrative examples of the present invention. It will be
understood by those skilled in the art that various modifica-
tions, combinations and changes may be made to the embodi-
ments without departing from the scope of the present inven-
tion. In particular, different part solutions in the different
embodiments can be combined in other configurations, where
technically possible. The scope of the present invention is,
however, defined by the appended claims.

The invention claimed is:
1. A method performed by a decoder, said method com-
prises:

determining, after a current picture has been decoded and
stored in a decoded picture buffer, a number of pictures
in said decoded picture buffer that are marked as needed
for output, said current picture belonging to a layer other
than a highest layer that is decoded by said decoder of a
multi-layer video sequence comprising multiple layers
of pictures;

selecting, for the current picture belonging to the layer
other than the highest layer, a value sps_max_num_re-
order_pics[HighestTid], wherein HighestTid specifies
said highest layer, and said value sps_max_num_reor-
der_pics[HighestTid] is derived from a syntax element
associated with said highest layer, each layer i of said
multiple layers has an associated syntax element defin-
ing a respective value sps_max_num_reorder_pics|i],
and said value sps_max_num_reorder_pics[i] indicates
amaximum allowed number of pictures that can precede
any picture in said multi-layer video sequence in decod-
ing order and follow that picture in output order when
HighestTid is equal to i;

comparing said number of pictures in said decoded picture
buffer that are marked as needed for output against said
value sps_max_num_reorder_pics[HighestTid];

outputting a picture, which is a first picture in output order
of said pictures in said decoded picture buffer that are
marked as needed for output, if said number of pictures
in said decoded picture buffer that are marked as needed
for output is greater than said value sps_max_num_re-
order_pics[HighestTid]; and
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marking said picture as not needed for output if said num-
ber of pictures in said decoded picture buffer that are
marked as needed for output is greater than said value
sps_max_num_reorder_pics[HighestTid].

2. The method according to claim 1, further comprising:

parsing a slice header of said current picture to be decoded

of said multi-layer video sequence;

determining a reference picture set for said current picture

based on said parsed slice header;

marking all pictures in said decoded picture buffer that are

not present in said reference picture set as unused for
reference;

outputting zero, one or many pictures, marked as needed

for output, of said pictures in said decoded picture buffer
and marking said zero, one or many pictures as not
needed for output;
emptying, from said decoded picture buffer, any picture
marked as unused for reference and not needed for out-
put of said pictures in said decoded picture buffer; and

decoding said current picture, wherein determining said
number of pictures, comparing said number, outputting
said picture and marking said picture are performed after
decoding said current picture.

3. The method according to claim 1, wherein

outputting said picture comprises outputting a picture in

said decoded picture buffer with a smallest value of
PicOrderCntVal of all pictures in said decoded picture
buffer that are marked as needed for output if said num-
ber of pictures in said decoded picture buffer that are
marked as needed for output is greater than said value
sps_max_num_reorder_pics[HighestTid], wherein
PicOrderCntVal represents a picture order count value.

4. The method according to claim 1, wherein outputting
said picture comprises outputting a picture with smallest pic-
ture order count value of said pictures in said decoded picture
buffer that are marked as needed for output if said number of
pictures in said decoded picture buffer that are marked as
needed for output is greater than said value sps_max_
num_reorder_pics|HighestTid].

5. The method according to claim 1, wherein outputting
said picture is performed before parsing a slice header of a
next picture to be decoded of said multi-layer video sequence.

6. The method according to claim 1, wherein the selecting
the value sps_max_num_reorder_pics[HighestTid] is per-
formed responsive to the determining, after the current pic-
ture has been decoded and stored in the decoded picture
buffer, the number of pictures in said decoded picture buffer
that are marked as needed for output, said current picture
belonging to the layer other than a highest layer that is
decoded by said decoder of the multi-layer video sequence
comprising multiple layers of pictures.

7. A method performed by a decoder, said method com-
prises:

parsing a slice header of a current picture to be decoded of

amulti-layer video sequence comprising multiple layers
of pictures, said current picture belonging to a layer
other than a highest layer that is decoded by said decoder
of said multi-layer video sequence;

determining a reference picture set for said current picture

based on said parsed slice header;

marking all pictures in a decoded picture buffer that are not

present in said reference picture set as unused for refer-
ence;

outputting zero, one or many pictures, marked as needed

for output, of said pictures in said decoded picture buffer
and marking said zero, one or many pictures as not
needed for output;
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emptying any picture, from said decoded picture buffer,
marked as unused for reference and not needed for out-
put of said pictures in said decoded picture buffer;

decoding said current picture;

determining a number of pictures in said decoded picture
buffer that are marked as needed for output;

selecting, for the current picture belonging to the layer
other than the highest layer, a value sps_max_num_re-
order_pics[HighestTid], wherein HighestTid specifies
said highest layer, and said value sps_max_num_reor-
der_pics[HighestTid] is derived from a syntax element
associated with said highest layer, each layer i of said
multiple layers has an associated syntax element defin-
ing a respective value sps_max_num_reorder_pics|i],
and said value sps_max_num_reorder_pics[i] indicates
amaximum allowed number of pictures that can precede
any picture in said multi-layer video sequence in decod-
ing order and follow that picture in output order when
HighestTid is equal to i;

comparing said number of pictures in said decoded picture
buffer that are marked as needed for output against said
value sps_max_num_reorder_pics[HighestTid];

outputting a picture, which is a first picture in output order,
of said pictures in said decoded picture buffer that are
marked as needed for output if said number of pictures in
said decoded picture buffer that are marked as needed
for output is greater than said value sps_max_num_re-
order_pics[HighestTid]; and

marking said picture as not needed for output if said num-
ber of pictures in said decoded picture buffer that are
marked as needed for output is greater than said value
sps_max_num_reorder_pics[HighestTid], wherein
determining said number of pictures, comparing said
number, outputting said picture and marking said picture
are performed after decoding said current picture.

8. The method according to claim 7, further comprising:

storing said decoded current picture in said decoded pic-
ture buffer; and

marking said decoded current picture as needed for output
or as not needed for output, wherein determining said
number of pictures is performed after marking said
decoded current picture.

9. A decoder comprising:

a processor; and

a memory coupled to the processor and comprising com-
puter readable program code that when executed by the
processor causes the processor to perform operations
comprising:

determining, after a current picture of a bitstream repre-
senting pictures of a multi-layer video sequence com-
prising multiple layers of pictures has been decoded and
stored in a decoded picture buffer, a number of pictures
in said decoded picture buffer that are marked as needed
for output, said current picture belonging to a layer other
than a highest layer that is decoded by said decoder of
said multi-layer video sequence;

selecting, for the current picture belonging to the layer
other than the highest layer, a value sps_max_num_re-
order_pics[HighestTid], wherein HighestTid specifies
said highest layer, and said value sps_max_num_reor-
der_pics[HighestTid] is derived from a syntax element
associated with said highest layer each layer i of said
multiple layers has an associated syntax element defin-
ing a respective value sps_max_num_reorder_pics|i],
and said value sps_max_num_reorder_pics[i] indicates
amaximum allowed number of pictures that can precede
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any picture in said multi-layer video sequence in decod-
ing order and follow that picture in output order when
HighestTid is equal to i;

comparing said number of pictures in said decoded picture
buffer that are marked as needed for output against said
value sps_max_num_reorder_pics[HighestTid];

outputting a picture, which is a first picture in output order,
of said pictures in said decoded picture buffer that are
marked as needed for output if said number of pictures in
said decoded picture buffer that are marked as needed
for output is greater than said value sps_max_num_re-
order_pics[HighestTid]; and

marking said picture as not needed for output if said num-

ber of pictures in said decoded picture buffer that are
marked as needed for output is greater than said value
sps_max_num_reorder_pics[HighestTid].

10. The decoder according to claim 9, wherein the proces-
sor is configured to further perform operations comprising:

receiving said bitstream representing pictures of said

multi-layer video sequence and store said bitstream in a
connected memory comprising said decoded picture
buffer;

determining, after said current picture has been decoded

and stored in said decoded picture buffer, said number of
pictures in said decoded picture buffer that are marked as
needed for output;

comparing said number of pictures in said decoded picture

buffer that are marked as needed for output against said
value sps_max_num_reorder_pics[HighestTid];
outputting said picture, which is a first picture in output
order, of said pictures in said decoded picture buffer that
are marked as needed for output if said number of pic-
tures in said decoded picture buffer that are marked as
needed for output is greater than said value sps_
max_num_reorder_pics[HighestTid]; and
marking said picture as not needed for output if said num-
ber of pictures in said decoded picture buffer that are
marked as needed for output is greater than said value
sps_max_num_reorder_pics[HighestTid].

11. The decoder according to claim 9, wherein the proces-
sor is configured to further perform operations comprising:

determining, after said current picture has been decoded

and stored in said decoded picture buffer, said number of
pictures in said decoded picture buffer that are marked as
needed for output;
selecting said value sps_max_num_reorder_pics[Highest-
Tid];

comparing said number of pictures in said decoded picture
buffer that are marked as needed for output against said
value sps_max_num_reorder_pics[HighestTid];

outputting said picture, which is a first picture in output
order, of said pictures in said decoded picture buffer that
are marked as needed for output if said number of pic-
tures in said decoded picture buffer that are marked as
needed for output is greater than said value sps_
max_num_reorder_pics[HighestTid]; and

marking said picture as not needed for output if said num-

ber of pictures in said decoded picture buffer that are
marked as needed for output is greater than said value
sps_max_num_reorder_pics[HighestTid].

12. The decoder according to claim 11, wherein said pro-
cessor is further configured to perform operations compris-
ing:

parsing a slice header of said current picture to be decoded

of said multi-layer video sequence;

determining a reference picture set for said current picture

based on said parsed slice header;
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marking all pictures in said decoded picture butfer that are
not present in said reference picture set as unused for
reference;

outputting zero, one or many pictures, marked as needed

for output, of said pictures in said decoded picture buffer
and mark said zero, one or many pictures as not needed
for output;
emptying, from said decoded picture buffer, any picture
marked as unused for reference and not needed for out-
put of said pictures in said decoded picture buffer; and

decoding said current picture, wherein said processor is
configured to determine said number of pictures, com-
pare said number, output said picture and mark said
picture after decoding said current picture.

13. The decoder according to claim 11, wherein said pro-
cessor is further configured to perform operations compris-
ing:

outputting a picture in said decoded picture buffer with a

smallest value of PicOrderCntVal of all pictures in said
decoded picture buffer that are marked as needed for
output if said number of pictures in said decoded picture
buffer that are marked as needed for output is greater
than said value sps_max_num_reorder_pics[Highest-
Tid], wherein PicOrderCntVal represents a picture order
count value.

14. The decoder according to claim 11, wherein said pro-
cessor is further configured to perform operations compris-
ing:

outputting a picture with smallest picture order count value

of said pictures in said decoded picture buffer that are
marked as needed for output if said number of pictures in
said decoded picture buffer that are marked as needed
for output is greater than said value sps_max_num_re-
order_pics[HighestTid].

15. The decoder according to claim 11, wherein said pro-
cessor is further configured to perform operations compris-
ing:

outputting said picture before parsing a slice header of a

next picture to be decoded of said multi-layer video
sequence.

16. The decoder according to claim 9, wherein said decoder
is a High Efficiency Video Coding, HEVC, compliant
decoder.

17. A mobile terminal comprising a decoder according to
claim 9.

18. A network node comprising a decoder according to
claim 9.

19. A decoder comprising:

a processor; and

a memory coupled to the processor and comprising com-

puter readable program code that when executed by the
processor causes the processor to perform operations
comprising:

parsing a slice header of a current picture to be decoded of

a bitstream representing pictures of a multi-layer video
sequence comprising multiple layers of pictures, said
current picture belonging to a layer other than a highest
layer that is decoded by said decoder of said multi-layer
video sequence;

determining a reference picture set for said current picture

based on said parsed slice header;

marking all pictures in a decoded picture buffer that are not

present in said reference picture set as unused for refer-
ence;
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outputting zero, one or many pictures, marked as needed
for output, of said pictures in said decoded picture buffer
and mark said zero, one or many pictures as not needed
for output;

emptying, from said decoded picture buffer, any picture
marked as unused for reference and not needed for out-
put of said pictures in said decoded picture buffer;

decoding said current picture;

determining a number of pictures in said decoded picture
buffer that are marked as needed for output;

selecting, for the current picture belonging to the layer
other than the highest layer, a value sps_max_num_re-
order_pics[HighestTid], wherein HighestTid specifies
said highest layer, and said value sps_max_num_reor-
der_pics[HighestTid] is derived from a syntax element
associated with said highest layer, each layer i of said
multiple layers has an associated syntax element defin-
ing a respective value sps_max_num_reorder_pics][i],
and said value sps_max_num_reorder_pics[i] indicates
amaximum allowed number of pictures that can precede
any picture in said multi-layer video sequence in decod-
ing order and follow that picture in output order when
HighestTid is equal to i;

comparing said number of pictures in said decoded picture
buffer that are marked as needed for output against said
value sps_max_num_reorder_pics[HighestTid];

outputting a picture, which is a first picture in output order,
of said pictures in said decoded picture buffer that are
marked as needed for output if said number of pictures in
said decoded picture buffer that are marked as needed
for output is greater than said value sps_max_num_re-
order_pics[HighestTid]; and

marking said picture as not needed for output if said num-
ber of pictures in said decoded picture buffer that are
marked as needed for output is greater than said value
sps_max_num_reorder_pics[HighestTid], wherein said
decoder is configured to determine said number of pic-
tures, compare said number, output said picture and
mark said picture after decoding said current picture.

20. The decoder according to claim 19, wherein the pro-

cessor is configured to further perform operations compris-
ing:

receiving said bitstream representing pictures of said
multi-layer video sequence and store said bitstream in a
connected memory comprising said decoded picture
buffer;

parsing said slice header of said current picture to be
decoded of said multi-layer video sequence;

determining said reference picture set for said current pic-
ture based on said parsed slice header;

marking said all pictures in said decoded picture buffer that
are not present in said reference picture set as unused for
reference;

outputting zero, one or many pictures, marked as needed
for output, of said pictures in said decoded picture
buffer, wherein said marking unit is configured to mark
said zero, one or many pictures as not needed for output;

emptying, from said decoded picture buffer, said any pic-
ture marked as unused for reference and not needed for
output of said pictures in said decoded picture buffer;

decoding said current picture;

determining said number of pictures in said decoded pic-
ture buffer that are marked as needed for output; and

comparing said number of pictures in said decoded picture
buffer that are marked as needed for output against said
value sps_max_num_reorder_pics[HighestTid],
wherein
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outputting said picture, which is a first picture in output
order, of said pictures in said decoded picture buffer that
are marked as needed for output if said number of pic-
tures in said decoded picture buffer that are marked as
needed for output is greater than said value sps_
max_num_reorder_pics[HighestTid]; and

marking said picture as not needed for output if said num-
ber of pictures in said decoded picture buffer that are
marked as needed for output is greater than said value
sps_max_num_reorder_pics[HighestTid], wherein said
number determining unit is configured to determine said
number of pictures, said comparator is configured to
compare said number, said output unit is configured to
output said picture and said marking unit is configured to
mark said picture after said decoding unit has decoded
said current picture.

21. The decoder according to claim 19, wherein the pro-

cessor is configured to further perform operations compris-
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parsing said slice header of said current picture;

determining said reference picture set for said current pic-
ture based on said parsed slice header;

marking said all pictures in said decoded picture butfer that
are not present in said reference picture set as unused for
reference;

outputting zero, one or many pictures, marked as needed
for output, of said pictures in said decoded picture buffer
and mark said zero, one or many pictures as not needed
for output;

emptying, from said decoded picture buffer, said any pic-
ture marked as unused for reference and not needed for
output of said pictures in said decoded picture buffer;

decoding said current picture;

determining said number of pictures in said decoded pic-
ture buffer that are marked as needed for output;

selecting said value sps_max_num_reorder_pics[Highest-
Tid];

comparing said number of pictures in said decoded picture
buffer that are marked as needed for output against said
value sps_max_num_reorder_pics[HighestTid];

outputting said picture, which is a first picture in output
order, of said pictures in said decoded picture buffer that
are marked as needed for output if said number of pic-
tures in said decoded picture buffer that are marked as
needed for output is greater than said value sps_
max_num_reorder_pics[HighestTid]; and

marking said picture as not needed for output if said num-
ber of pictures in said decoded picture buffer that are
marked as needed for output is greater than said value
sps_max_num_reorder_pics[HighestTid], wherein said
processor is configured to determine said number of
pictures, compare said number, output said picture and
mark said picture after decoding said current picture.

22. The decoder according to claim 19, wherein said pro-

cessor is further configured to perform operations compris-
ing:

storing said decoded current picture in said decoded pic-
ture buffer; and

marking said decoded current picture as needed for output
or as not needed for output.

23. A method performed by an encoder, said method com-

prising:

determining, after a current picture has been decoded and
stored in a decoded picture buffer, a number of pictures
in said decoded picture buffer that are marked as needed
for output, said current picture belonging to a layer other
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a highest layer that is decoded by said encoder of a
multi-layer video sequence comprising multiple layers
of pictures;

selecting, for the current picture belonging to the layer
other than the highest layer, a value sps_max_num_re-
order_pics[HighestTid], wherein HighestTid specifies
said highest layer, each layer i of said multiple layers has
an associated value sps_max_num_reorder_pics[i], and
said value sps_max_num_reorder_pics[i] indicates a
maximum allowed number of pictures that can precede
any picture in said multi-layer video sequence in decod-
ing order and follow that picture in output order when
HighestTid is equal to i;

comparing said of pictures in said decoded picture buffer
that are marked as needed for output number against said
value sps_max_num_reorder_pics[HighestTid]; and

marking a picture, which is a first picture in output order, of
said pictures in said decoded picture buffer that are
marked as needed for output as not needed for output if
said number of pictures in said decoded picture buffer
that are marked as needed for output is greater than said
value sps_max_num_reorder_pics[HighestTid].

24. A method performed by an encoder, said method com-

prising:

marking all pictures in a decoded picture buffer that are not
present in a reference picture set for a current picture of
amulti-layer video sequence comprising multiple layers
of pictures as unused for reference, said current picture
belonging to a layer other than a highest layer that is
decoded by said encoder of said multi-layer video
sequence;

marking zero, one or many pictures, marked as needed for
output, of said pictures in said decoded picture buffer as
not needed for output;

emptying, from said decoded picture buffer, any picture
marked as unused for reference and not needed for out-
put of said pictures in said decoded picture buffer;

decoding said current picture;

determining a number of pictures in said decoded picture
buffer that are marked as needed for output;

selecting, for the current picture belonging to the layer
other than the highest layer, a value sps_max_num_re-
order_pics[HighestTid], wherein HighestTid specifies
said highest layer, each layer i of said multiple layers has
an associated value sps_max_num_reorder_pics[i], and
said value sps_max_num_reorder_pics[i] indicates a
maximum allowed number of pictures that can precede
any picture in said multi-layer video sequence in decod-
ing order and follow that picture in output order when
HighestTid is equal to i;

comparing said number of pictures in said decoded picture
buffer that are marked as needed for output against said
value sps_max_num_reorder_pics[HighestTid]; and

marking a picture, which is a first picture in output order, of
said pictures in said decoded picture buffer that are
marked as needed for output as not needed for output if
said number of pictures in said decoded picture buffer
that are marked as needed for output is greater than said
value sps_max_num_reorder_pics[HighestTid],
wherein determining said number of pictures, compar-
ing said number and marking said picture are performed
after decoding said current picture.
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25. An encoder comprising:

a processor; and

a memory coupled to the processor and comprising com-
puter readable program code that when executed by the
processor causes the processor to perform operations
comprising:

determining, after a current picture has been decoded and
stored in a decoded picture buffer, a number of pictures
in said decoded picture buffer that are marked as needed
for output, said current picture belonging to a layer other
a highest layer that is decoded by said encoder of a
multi-layer video sequence comprising multiple layers
of pictures;

selecting, for the current picture belonging to the layer
other than the highest layer, a value sps_max_num_re-
order_pics[HighestTid], wherein HighestTid specifies
said highest layer, each layer i of said multiple layers has
an associated value sps_max_num_reorder_pics|[i], and
said value sps_max_num_reorder_pics[i] indicates a
maximum allowed number of pictures that can precede
any picture in said multi-layer video sequence in decod-
ing order and follow that picture in output order when
HighestTid is equal to i;

comparing said number of pictures in said decoded picture
buffer that are marked as needed for output against said
value sps_max_num_reorder_pics[HighestTid]; and

marking a picture, which is a first picture in output order, of
said pictures in said decoded picture buffer that are
marked as needed for output as not needed for output if
said number of pictures in said decoded picture buffer
that are marked as needed for output is greater than said
value sps_max_num_reorder_pics[HighestTid].

26. The encoder according to claim 25, wherein said pro-

cessor is further configured to perform operations compris-
ing:

determining, after said current picture has been decoded
and stored in said decoded picture butfer, said number of
pictures in said decoded picture buffer that are marked as
needed for output;

selecting said value sps_max_num_reorder_pics[Highest-
Tid];

comparing said number of pictures in said decoded picture
buffer that are marked as needed for output against said
value sps_max_num_reorder_pics[HighestTid]; and

marking said picture, which is a first picture in output
order, of said pictures in said decoded picture buffer that
are marked as needed for output as not needed for output
if said number of pictures in said decoded picture buffer
that are marked as needed for output is greater than said
value sps_max_num_reorder_pics[HighestTid].

27. The encoder according to claim 25, wherein said pro-

cessor is further configured to perform comprising:

determining, after said current picture of said multi-layer
video sequence has been decoded and stored in said
decoded picture buffer, said number of pictures in said
decoded picture buffer that are marked as needed for
output;

comparing said number of pictures in said decoded picture
buffer that are marked as needed for output against said
value sps_max_num_reorder_pics[HighestTid]; and

marking said picture, which is a first picture in output
order, of said pictures in said decoded picture buffer that
are marked as needed for output as not needed for output
if said number of pictures in said decoded picture buffer
that are marked as needed for output is greater than said
value sps_max_num_reorder_pics[HighestTid].
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28. The encoder according to claim 25, wherein said

encoder is a High Efficiency Video Coding, HEVC, compli-
ant encoder.

29. An encoder comprising:

a processor; and

a memory coupled to the processor and comprising com-
puter readable program code that when executed by the
processor causes the processor to perform operations
comprising:

marking all pictures in a decoded picture buffer that are not
present in a reference picture set for a current picture of
amulti-layer video sequence comprising multiple layers
of pictures as unused for reference, said current picture
belonging to a layer other than a highest layer that is
decoded by said encoder of said multi-layer video
sequence;

marking zero, one or many pictures, marked as needed for
output, of said pictures in said decoded picture buffer as
not needed for output;

emptying, from said decoded picture buffer, any picture
marked as unused for reference and not needed for out-
put of said pictures in said decoded picture buffer;

decoding said current picture;

determining a number of pictures in said decoded picture
buffer that are marked as needed for output;

selecting, for the current picture belonging to the layer
other than the highest layer, a value sps_max_num_re-
order_pics[HighestTid], wherein HighestTid specifies
said highest layer, each layer i of said multiple layers has
an associated value sps_max_num_reorder_pics[i], and
said value sps_max_num_reorder_pics[i] indicates a
maximum allowed number of pictures that can precede
any picture in said multi-layer video sequence in decod-
ing order and follow that picture in output order when
HighestTid is equal to i;

comparing said number of pictures in said decoded picture
buffer that are marked as needed for output against said
value sps_max_num_reorder_pics[HighestTid]; and

marking a picture, which is a first picture in output order, of
said pictures in said decoded picture buffer that are
marked as needed for output as not needed for output if
said number of pictures in said decoded picture buffer
that are marked as needed for output is greater than said
value sps_max_num_reorder_pics[HighestTid],
wherein said encoder is configured to determine said
number of pictures, compare said number and mark said
picture are performed after decoding said current pic-
ture.

30. The encoder according to claim 29, wherein said pro-

cessor is further configured to perform operations compris-

ing:

marking said all pictures in said decoded picture buffer that
are not present in said reference picture set for said
current picture of said multi-layer video sequence as
unused for reference;

marking zero, one or many pictures, marked as needed for
output, of said pictures in said decoded picture buffer as
not needed for output;

emptying, from said decoded picture buffer, said any pic-
ture marked as unused for reference and not needed for
output of said pictures in said decoded picture buffer;

decoding said current picture;

determining said number of pictures in said decoded pic-
ture buffer that are marked as needed for output;

selecting said value sps_max_num_reorder_pics[Highest-
Tid];
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comparing said number of pictures in said decoded picture
buffer that are marked as needed for output against said
value sps_max_num_reorder_pics[HighestTid]; and

marking said picture, which is a first picture in output
order, of said pictures in said decoded picture buffer that
are marked as needed for output as not needed for output
if said number of pictures in said decoded picture buffer
that are marked as needed for output is greater than said
value sps_max_num_reorder_pics[HighestTid],
wherein said processor is configured to determine said
number of pictures, compare said number and mark said
picture after decoding said current picture.

31. The encoder according to claim 29, wherein said pro-

cessor is further configured to perform operations compris-
ing:

marking said all pictures in said decoded picture butfer that
are not present in said reference picture set for said
current picture of said multi-layer video sequence as
unused for reference

marking zero, one or many pictures, marked as needed for
output, of said pictures in said decoded picture buftfer as
not needed for output;

emptying, from said decoded picture buffer, said any pic-
ture marked as unused for reference and not needed for
output of said pictures in said decoded picture buffer;

decoding said current picture;

determining said number of pictures in said decoded pic-
ture buffer that are marked as needed for output;

comparing said number of pictures in said decoded picture
buffer that are marked as needed for output against said
value sps_max_num_reorder_pics[HighestTid];

marking said picture, which is a first picture in output
order, of said pictures in said decoded picture buffer that
are marked as needed for output as not needed for output
if said number of pictures in said decoded picture buffer
that are marked as needed for output is greater than said
value sps_max_num_reorder_pics[HighestTid]; and

determining said number of pictures, said comparator is
configured to compare said number and said marking
unit is configured to mark said picture after said decod-
ing unit has decoded said current picture.

32. A decoder comprising:

a processor; and

a memory coupled to the processor and comprising com-
puter readable program code that when executed by the
processor causes the processor to perform operations
comprising:

determining, after a current picture of a bitstream repre-
senting pictures of a multi-layer video sequence com-
prising multiple layers of pictures has been decoded and
stored in a decoded picture buffer, a number of pictures
in said decoded picture buffer that are marked as needed
for output, said current picture belonging to a layer other
than a highest layer that is decoded by said decoder of
said multi-layer video sequence;

comparing said number of pictures in said decoded picture
buffer that are marked as needed for output against a
value sps_max_num_reorder_pics[HighestTid] for the
current picture belonging to the layer other than the
highest layer, wherein HighestTid specifies said highest
layer, and said value sps_max_num_reorder_pics[High-
estTid] is derived from a syntax element associated with
said highest layer, each layer i of said multiple layers has
an associated syntax element defining a respective value
sps_max_num_reorder_pics[i], and said value
sps_max_num_reorder_pics[i] indicates a maximum
allowed number of pictures that can precede any picture
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in said multi-layer video sequence in decoding order and
follow that picture in output order when HighestTid is
equal to 1;

outputting a picture, which is a first picture in output order,
of said pictures in said decoded picture buffer that are
marked as needed for output if said number of pictures in
said decoded picture buffer that are marked as needed
for output is greater than said value sps_max_num_re-
order_pics[HighestTid]; and

marking said picture as not needed for output if said num-
ber of pictures in said decoded picture buffer that are
marked as needed for output is greater than said value
sps_max_num_reorder_pics[HighestTid].

33. A decoder comprising:

a processor; and

a memory coupled to the processor and comprising com-
puter readable program code that when executed by the
processor causes the processor to perform operations
comprising:

parsing a slice header of a current picture to be decoded of
a bitstream representing pictures of a multi-layer video
sequence comprising multiple layers of pictures, said
current picture belonging to a layer other than a highest
layer that is decoded by said decoder of said multi-layer
video sequence;

determining a reference picture set for said current picture
based on said parsed slice header;

marking all pictures in a decoded picture buffer that are not
present in said reference picture set as unused for refer-
ence;

outputting zero, one or many pictures, marked as needed
for output, of said pictures in said decoded picture
buffer, wherein said marking module further marking
said zero, one or many pictures as not needed for output;

emptying, from said decoded picture buffer, any picture
marked as unused for reference and not needed for out-
put of said pictures in said decoded picture buffer;

decoding said current picture;

determining a number of pictures in said decoded picture
buffer that are marked as needed for output; and

comparing said number of pictures in said decoded picture
buffer that are marked as needed for output against a
value sps_max_num_reorder_pics[HighestTid] for the
current picture belonging to the layer other than the
highest layer, wherein HighestTid specifies said highest
layer, and said value sps_max_num_reorder_pics[High-
estTid] is derived from a syntax element associated with
said highest layer, each layer i of said multiple layers has
an associated syntax element defining a respective value
sps_max_num_reorder_pics[i], and said  sps_
max_num_reorder_pics[i] indicates a maximum
allowed number of pictures that can precede any picture
in said multi-layer video sequence in decoding order and
follow that picture in output order when HighestTid is
equal to i,

outputting a picture, which is a first picture in output order,
of said pictures in said decoded picture buffer that are
marked as needed for output if said number of pictures in
said decoded picture buffer that are marked as needed
for output is greater than said value sps_max_num_re-
order_pics[HighestTid], and

marking said picture as not needed for output if said num-
ber of pictures in said decoded picture buffer that are
marked as needed for output is greater than said value
sps_max_num_reorder_pics[HighestTid], wherein said
number determining module determining said number
of pictures, said comparing module comparing said
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number, said outputting module outputting said picture
and said marking module marking said picture after said
decoding module decoding said current picture.

34. An encoder comprising:

a processor; and

a memory coupled to the processor and comprising com-
puter readable program code that when executed by the
processor causes the processor to perform operations
comprising:

determining, after a current picture has been decoded and
stored in a decoded picture buffer, a number of pictures
in said decoded picture buffer that are marked as needed
for output, said current picture belonging to a layer other
than a highest layer that is decoded by said encoder of a
multi-layer video sequence comprising multiple layers
of pictures;

comparing said number of pictures in said decoded picture
buffer that are marked as needed for output against a
value sps_max_num_reorder_pics[HighestTid] for the
current picture belonging to the layer other than the
highest layer, wherein HighestTid specifies said highest
layer, each layer i of said multiple layers has an associ-
ated syntax element defining a respective value
sps_max_num_reorder_pics[i], and said value
sps_max_num_reorder_pics[i] indicates a maximum
allowed number of pictures that can precede any picture
in said multi-layer video sequence in decoding order and
follow that picture in output order when HighestTid is
equal to i; and

marking a picture, which is a first picture in output order, of
said pictures in said decoded picture buffer that are
marked as needed for output as not needed for output if
said number of pictures in said decoded picture buffer
that are marked as needed for output is greater than said
value sps_max_num_reorder_pics[HighestTid].

35. An encoder comprising:

a processor; and

a memory coupled to the processor and comprising com-
puter readable program code that when executed by the
processor causes the processor to perform operations
comprising:

marking all pictures in a decoded picture buffer that are not
present in a reference picture set for a current picture of
amulti-layer video sequence comprising multiple layers
of pictures as unused for reference and marking zero,
one or many pictures, marked as needed for output, of
said pictures in said decoded picture buffer as not needed
for output, said current picture belonging to a layer other
than a highest layer that is decoded by said encoder of
said multi-layer video sequence;

emptying, from said decoded picture buffer, any picture
marked as unused for reference and not needed for out-
put of said pictures in said decoded picture buffer;

decoding said current picture;

determining a number of pictures in said decoded picture
buffer that are marked as needed for output;

comparing said number of pictures in said decoded picture
buffer that are marked as needed for output against a
value sps_max_num_reorder_pics[HighestTid] for the
current picture belonging to the layer other than the
highest layer, wherein HighestTid specifies said highest
layer, each layer i of said multiple layers has an associ-
ated syntax element defining a respective value
sps_max_num_reorder_pics[i], and said value
sps_max_num_reorder_pics[i] indicates a maximum
allowed number of pictures that can precede any picture
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in said video sequence in decoding order and follow that
picture in output order when HighestTid is equal to i; and

marking a picture, which is a first picture in output order, of
said pictures in said decoded picture buffer that are
marked as needed for output as not needed for output if 5
said number of pictures in said decoded picture buffer
that are marked as needed for output is greater than said
value sps_max_num_reorder_pics[HighestTid],

where the determining said number of pictures, the com-
paring said number and the marking said picture are 10
performed after the decoding said current picture.

#* #* #* #* #*
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